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CHAPTER 1
82786 GRAPHICS COPROCESSOR OVERVIEW

The 82786 is an intelligent graphics coprocessor that replaces subsystems and boards, which
traditionally use discrete components and/or software for graphics functions. In a single
88-pin grid array or leaded carrier, the 82786 integrates a:

e - Graphics Processor,
» Display Processor with a CRT controller, and a

e Bus interface unit with a DRAM/VRAM controller supporting 4 MB of memory, which
can consist of both graphics and system memory.

The Graphics Processor (GP) and the Display Processor (DP) are independent processors
on the 82786. The Bus Interface Unit (BIU) with its DRAM/VRAM controller arbitrates
bus requests between the Graphics Processor (GP), Display Processor (DP), and the Exter-
nal CPU or Bus Master.

Figure 1-1 provides a functional overview of the 82786. Refer to Appendix B for top and
bottom pin-out views and a description of each pin.

CPU

N

82786

SYSTEM MEMORY

GRAPHICS
MEMORY
INTERFACE

GRAPHICS DISPLAY VIDEO
PROCESSOR PROCESSOR INTERFACE
SYSTEM BUS INTERFACE
BUS INTERFACE DRAM/VRAM
UNIT CONTROLLER

G30304

Figure 1-1. 82786 Functional Overview
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The integrated design of the 82786 increases programming efficiency and overall perform-
ance while decreasing development and production time and costs of many microprocessor-
based graphics applications such as personal computers, engineering workstations, terminals,
and laser printers. Compatibility with Intel microprocessors, the many device independent
standards, and IBM Personal Computer bitmap memory format (see Section 3.1.2 “IBM
PC Bitmap Format Support”) combined with support for international character sets, multi-
tasking, and an 8- or 16-bit host makes programming the 82786 flexible and straightfor-
ward. The extensive features of the 82786 accommodate many designs. The list below contains
some of the main 82786 features.

e Available in 88-pin grid array or leaded carrier
e Interface designed for device independent software
e Integrated drawing engine with a high-level computer graphics interface instruction set

»  Supports multiple character sets (fonts) that can be used simultaneously for text display
applications

e Hardware support for fast manipulation and display of multiple windows on the screen

e DRAM/VRAM controller supporting up to 4 MB of graphics memory, shift registers,
and DMA channel

¢ Supports sequential access DRAMs and dual port video DRAMs (VRAMs)
»  Fast bit-block transfers (bitblt) between system and graphics memory

¢ Supports up to 200 MHz CRTs or other video interface

e Up to 256 simultaneous colors per frame

e Programmable video timing

o Third-party software support

»  Supports rapid pattern fill

« International character support

¢ Advanced CHMOS technology

¢ IBM Personal Computer bitmap formats

Support for high resolution displays using a 25 MHz pixel clock lets the 82786 display up
to 256 colors simultaneously. Systems designed with multiple 82786s or a single 82786 with
VRAMs can support virtually unlimited color and resolution.

1.0 REVISION INFORMATION

This revision (-003) of the 82786 Graphics Coprocessor User’s Manual reflects the features
and capabilities of the “D” level of revision of the component, noted in this manual by the
term “D-step.”
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1.1 ARCHITECTURE

The powerful yet flexible design of the 82786 requires minimal support circuitry for most
applications, which reduces costs and board space requirements for many applications.

Also key to the 82786 is its memory structure. The 82786 can access either graphics memory
directly supported by the integral DRAM/VRAM controller or external system memory
that resides on the CPU bus. When the 82786 accesses system memory, it controls the bus
and operates in Master Mode. The 82786 can also operate as a Slave with the CPU access-
ing the 82786 graphics memory and the Internal Registers. From the software standpoint,
the 82786 accesses graphics and external system memory in the same manner. However,
performance increases when the 82786 accesses its own graphics memory because the 82786
DRAM/VRAM controller accesses it directly without encountering contention with the CPU.
Conversely, the CPU accesses its own system memory more quickly than graphics memory
because it does not encounter contention from the Display Processor (DP) or Graphics
Processor (GP). :

Another feature of the 82786 is the bitmap organization. Replacing the traditional “bit plane”
memory model, the 82786 utilizes sequential ordering (linear memory) and takes advantage
of the fast sequential access modes of DRAMs or dual port vidleo DRAMs (VRAMsS) to
gain performance. The 82786 supports a packed pixel bitmap organization for color in which
all color bits for each pixel are stored in the same byte in memory. In the traditional bit
plane model, each plane defines separate color information. For example, a 4-plane bitmap
describes a bitmap with four colors as shown in Figure 1-2. Each byte of memory contains
one bit of color information for each pixel in the 4-plane bitmap. In the 82786 packed pixel
model, each byte stores data for two pixels. Section 2.1.3 “Pixels” describes the packed pixel
bitmap in detail.

1.1.1 Graphics Processor (GP)

The 82786 Graphics Processor (GP) draws all geometric objects and characters and moves
images within and between bitmaps. The GP creates and updates the bitmap, executes
commands placed in memory by the host CPU, and updates the bitmap memory for the
Display Processor (DP). The GP high-level commands provide high speed drawing of graph-
ics objects and text. The GP performs all these functions independent of the DP. Refer to
Chapter 2 for a detailed discussion of the GP and its functions.

1.1.2 Display Processor/CRT Controller (DP)

The Display Processor (DP) traverses bitmaps generated by the Graphics Processor (GP) or
external CPU, organizes the data, and displays the bitmaps in the form of windows on the
screen. The DP has a video shift register that can assemble several windows on the screen
from different bitmaps in memory and zoom any of the windows in the horizontal and/or
vertical directions. When the DP detects a window edge, it automatically switches to the
next bitmap to display the subsequent window.

1-3
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PIXEL1  PIXEL2  PIXEL3  PIXEL4
MEMORY BIT PLANES I 11 10 11 1

76543210 PO [i51a131211109 8 7.6 5 4 3 2 1 0]

.
.
7 6543210 P1
N
.
.
76543210 P2
.
PIXEL 2 AT 4 BPP .

G 76543210 P3
PO
& .
P1 :
.

6
P2

P3
PIXEL: 1 2 3 4 TRADITIONAL BIT PLANE MODEL 82786 MEMORY MODEL

G30304

Figure 1-2. Sequential Ordering Replaces Traditional Bit Plane Model

Essentially, the DP operates as an address generator that accesses appropriate portions of
memory-resident bitmaps. The data fetched from bitmaps is passed to the DP CRT control-
ler, which displays the bitmap data on the screen. The DP CRT controller generates and
synchronizes the Horizontal Synchronization (HSync), Vertical Synchronization (VSync),
and Blank signals. The DP performs all these functions independent of the GP. Refer to
Chapter 3 for a detailed discussion of the DP and its functions.

1.1.3 Display Processor (DP) Master and Slave Modes

The Display Processor operates as a Master or a Slave based on the Horizontal Synchroni-
zation (HSync) and Vertical Synchronization (VSync) signals, which are set with the S bit
in the CRTMode Display Control Register (see Table 3-8 in Section 3.3.2 “Display Control
Block Registers”). When the S bit is set to one, the DP is a slave with the HSync and VSync
signals as inputs. If the S bit is 0, the DP operates as a Master with HSync and VSync as
outputs. For details, refer to Section 3.2.1 “CRT Controller.”

1.1.4 Bus Interface Unit (BIU)

The Bus Interface Unit (BIU) controls communication between the 82786, the external CPU,
and graphics and external system memory when both are configured. A low-end system can
use a single memory shared by the CPU and 82786 with the DRAM/VRAM controller
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managing memory accesses as shown in Figure 1-4 in Section 1.2 “System Configurations.”
The BIU uses a DRAM/VRAM controller that supports dual port vidleo DRAMs (VRAMs)
and high speed burst access modes of page and fast page mode DRAMSs. Both the GP and
DP use the BIU to access bitmaps in memory. Refer to Chapter 4 for a detailed discussion
of BIU concepts.

1.1.5 Memory Structure

The 82786 can address 4 MB of memory. Most systems divide memory in at least two
segments: the 82786 graphics memory, which uses the DRAM/VRAM controller, and
external system memory. Dividing memory can enhance the performance of graphics appli-
cations. The DRAM/VRAM controller allows faster access to graphics memory than exter-
nal system memory because it does not encounter contention from the CPU. The CPU
accesses system memory and executes programs simultaneously, while the 82786 accesses
graphics memory and executes its commands. For sample system configurations, see
Figures 1-5 and 1-6 in Section 1.2 “System Configurations.”

However, when performance is not critical, the 82786 and CPU can share the same memory
with the integral 82786 DRAM/VRAM controller managing memory accesses. With this
configuration, target applications must be able to tolerate the decreased bandwidth of system
memory. For a sample system configuration, see Figure 1-4 in Section 1.2 “System
Configurations.”

The 82786 assumes graphics memory starts at address OH and ascends to the configured
value, specified in the BIU DRAM/VRAM Control Register described in Section 4.2.4
“DRAM/VRAM Control Register.” The 82786 can support a maximum of 4 MB of graph-
ics memory, but the 82786 cannot access system memory if all its 4 MB addressing capacity
is configured as graphics memory.

1.1.6 Memory Access and Arbitration

The BIU receives requests to access graphics memory from the Graphics Processor (GP),
Display Processor (DP), and CPU. The BIU also receives memory refresh requests from the
DRAM/VRAM controller. The BIU uses a priority system to arbitrate all requests. Memory
refresh requests always have highest priority. Other requests have programmable priorities.
A higher priority memory cycle can interrupt a lower one. For details, refer to Section 4.3
“Bus Cycle Arbitration.”

1.1.7 Master and Slave Memory Access Interfaces

During memory access, the 82786 operates either as a Master or a Slave. The 82786 operates
as a Master when it accesses external system memory. The 82786 acts as a Slave when the
host CPU accesses graphics memory or any of the 82786 Internal Registers (see
Section 1.1.8).

1-5
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1.1.7.1 MASTER MODE INTERFACE

The 82786 operates as a Master whenever it accesses a memory address that is beyond the
upper limit of configured graphics memory. Usually, this memory is external memory that
the 82786 and CPU share. A high level on the Hold Request (HREQ) line indicates the
82786 is requesting the bus. The 82786 drives the external bus only after it receives a Hold
Acknowledge (HLDA) from the External Bus Master. The HLDA is either externally
synchronized (82786 synchronous mode) or internally synchronized (82786 asynchronous
mode). The 82786 deactivates the HREQ when it no longer needs to access external memory
or senses an inactive HLDA. The 82786 indicates that it controls the bus by a high level on
the Master Enable (MEN) output. Details on the synchroncus and asynchronous modes are
discussed in Section 4.5 “System Bus Interface.” For details on the Master Mode Interface,
refer to Section 4.4.1.

1.1.7.2 SLAVE INTERFACE

As a Slave, the 82786 receives requests from the External Bus Master. For example, the
host CPU accesses the 82786 graphics memory or its Internal Registers. The external CPU
starts a slave access by asserting the Chip Select Low (CS) input for a read/write to the
82786. When the 82786 is not Bus Master, the address lines (A21:0), Read Low (RD),
Write Low (WR), Memory-1/0 (MIO), and Byte High Enable Low (BHE) lines are inputs.
The 82786 constantly monitors the RD, WR, MIO, and CS lines to detect whether a CPU
cycle occurred. The 82786 indicates the beginning of a Slave access by bringing Slave Enable
(SEN) high and indicates the end of the access by bringing SEN low. The data bus trans-
ceiver can be enabled by SEN. For details on the Slave Interface, refer to.Section 4.4.2.

1.1.8 Internal Registers

The 82786 has a 128-byte block of contiguous directly addressable Internal Registers, which
is shown in Figure 1-3. The host CPU directly addresses this block of Internal Registers to
communicate with the Graphics Processor (GP), Display Processor (DP), and Bus Interface
Unit (BIU). The block can be either Memory or I/O mapped in the CPU address space.
The base address and memory-1/0O map (MIO) option are programmable through the BIU
Internal Relocation Register, described in Section 4.2.1.

1.2 SYSTEM CONFIGURATIONS

The high performance and flexible features of the 82786 offer excellent solutions for a diverse
range of applications and system configurations. Figures 1-4 through 1-6 illustrate just a
few system designs.

In Figure 1-4, the 82786 combined with the 80186, shared system and graphics memory,
and a monitor provide a low-end, low-priced, graphics system. In this system the CPU and
the 82786 share memory and use the 82786 DRAM/VRAM controller for managing memory.
accesses. Target applications must tolerate the decreased bandwidth of system memory.
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In Figure 1-5, the 82786 combined with an 80286, separate system and graphics memory,
and a monitor provide an excellent multi-tasking office workstation.

For processing-intensive engineering environments, Figure 1-6 depicts a system with multi-

ple 82786s in which each 82786 configures 4 MB of memory, an 80286 or 80386, and a
monitor, which offers a powerful solution.

1-7
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Register Offset
(H) 15 14 13 12 1" 10 9 7 6 5 4 3 2 1 0
Internal Relocation 00 Base Address [ mio
BIU Reserved 02 Reserved (zero for future compatibility)
'00-OFH  BIU Control 04 Reserved (zero for future compatibility) VR [ wr [Bcp [ ai [ o [wpi]wp2
Refresh Control 06 Reserved (zero for future compatibility) Refresh Scaler
DRAM/VRAM Control 08 Reserved (zero for future compatibility) Rw1 [ Rwo [ oct1 [ pco | Hr2 [ W11 ] HTO
Display Priority 0A Reserved (zero for future compatibility) FPL SPL
GP Priority 0C! Reserved (zero for future compatibility) FPL SPL
External Priority OE Reserved (zero for future compatibility) FPL Reserved
Reserved 10 Reserved (zero for future compatibility)
'10-1FH 12 Reserved (zero for future compatibility)
14 Reserved (zero for future compatibility)
16 Reserved (zero for future compatibility)
Reserved 18 Reserved (zero for future compatibility)
1A Reserved (zero for future compatibility)
1C Reserved (zero for future compatibility)
1E Reserved (zero for future compatibility)
GP GRO Opcode 20 Opcode | Reserved (zero for future compatibility) | GECL
'20-28H GR1 parameter 1 22 Link Address (Lower)
GR2 Parameter 2 24 Reserved Link Address (Upper)
Status Register (GSTAT) 26 Reserved JeroLL] Grep | GINT [ apsc [aBcov]aMov] GeTp [aiBMO)
28 Instruction Pointer (Lower)
Instruction Pointer E: 2A Reserved (zero for future compatibility) '7 Instruction Pointer (Upper)
Reserved 2C Reserved (zero for future compatibility)
'2C-3FH 2E Reserved (zero for future compatibility)
30 Reserved (zero for future compatibility)
32 Reserved (zero for future compatibility)
34 Reserved (zero for future compatibility)
36 Reserved (zero for future compatibility)
38 Reserved (zero for future compatibility)
3A Reserved (zero for future compatibility)
3C Reserved (zero for future compatibility)
3E Reserved (zero for future compatibility)
P:O«iBH Opcode 40 Opcode I Reserved (zero for future compatibility) I ECL
Parameter 1 42 Memory Address (Lower)
Parameter 2 44 Reserved (zero for future compatibility) Memory Address (Upper)
Parameter 3 46 Reserved (zero for future compatibility) Register Identification
Status Register 48 Reserved [ FRi_ [ reo | pov [ FmT [ BLK | EVN [ 0DD [ ECL
Default Video 4A Reserved Default Video
Reserved —» 4C Reserved (zero for future compatibility)
'4C-7FH 4E Reserved (zero for future compatibility)
50 Reserved (zero for future compatibility)
52 Reserved (zero for future compatibility)
Reserved 54 Reserved (zero for future compatibility)
56 Reserved (zero for future compatibility)
58 Reserved (zero for future compatibility)
5A Reserved (zero for future compatibility)
5C Reserved (zero for future compatibility)
5 Reserved (zero for future compatibility)
60 Reserved (zero for future compatibility)
62 Reserved (zero for future compatibility)
64 Reserved (zero for future compatibility)
66 Reserved (zero for future compatibility)
68 Reserved (zero for future compatibility)
6A Reserved (zero for future compatibility)
6C Reserved (zero for future cc
6E Reserved (zero for future compatibility)
70 Reserved (zero for future compatibility)
72 Reserved (zero for future compatibility)
74 Reserved (zero for future compatibility)
76 Reserved (zero for future compatibility)
78 Reserved (zero for future compatibility)
7A Reserved (zero for future compatibility)
7C Reserved (zero for future compatibility)
= 7E Reserved (zero for future compatibility)
15 14 13 12 " 10 9 7 6 5 4 3 2 1 0

G30304

Figure 1-3. 82786 128-Byte Internal Register Block
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MEMORY

80186 »| 82786 | »( MONITOR
G30304
Figure 1-4. Low-End Low-Priced Personal Computer
SYSTEM BITMAP
MEMORY MEMORY
80286 |= »| g2786 |——»( MONITOR
G30304
Figure 1-5. Multi-Tasking Office Workstation
SYSTEM -L
MEMORY BITMAP
MEMORY
80286/ | - J ‘< )
80ase | »| 82786s > MONITOR
G30304
Figure 1-6. High-End Workstation
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CHAPTER 2
GRAPHICS PROCESSOR OVERVIEW

The Graphics Processor (GP) is an independent processor within the 82786 that creates and
manages bitmaps in graphics or system memory. The GP creates and updates all graphics
and text in each bitmap. The GP draws and moves all images in and between bitmaps. The
list below outlines major functions provided by the GP.

» permits bitmaps to be any size (up to 32K X 32K pixels) and use 2, 4, 16, or 256 colors
depending on the number of bits per pixel (bpp) which can be 1, 2, 4, or 8

» draws geometric shapes with attributes such as texture and color

e draws characters from user-defined fonts with attributes such as color, path, rotation,
and proportional spacing

e combines one rectangular portion of a bitmap with another area, within the same bitmap
or into another bitmap

» allows logical operations between source and destination (for example, logical Exclusive-
OR or Complement of Source with Destination)

¢ clips drawings to a rectangular region

e supports picking, a mechanism used by user interfaces to select graphics menus (called
icons) with a pointing device such as a mouse

2.1 GRAPHICS CONCEPTS

To use the 82786 effectively, an understanding of basic graphics concepts and how they
relate to the 82786 is essential. The following sections discuss bitmaps, pixels, calculating
the effective address of pixels, bitmap coordinates, and windows in the 82786 environment.

2.1.1 Bitmaps

The 82786 writes all graphics and text into bitmaps in memory. Each bitmap is a rectan-
gular drawing area consisting of pixels that describe a graphic image or a character. The
size of a bitmap varies based on the number of pixels and the number of bits associated with
each pixel. A bitmap can be up to 32,768 pixels in each direction and contain 1, 2, 4, or
8 bits of color or gray scale information for each pixel. The amount of available memory
determines the number of bitmaps that can exist.

A bitmap and the output display area do not necessarily correspond on a one-to-one basis.
For example, a bitmap can be larger or smaller than the screen output area. Each bitmap
has a specific number of bpp, whereas a screen can display several bitmaps; each with a
different number of bpp. The Display Processor (DP) interprets the information residing
within bitmaps and extracts a bitmap which can be positioned anywhere on the screen as a
window. For details on DP operation, refer to Chapter 3.
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Programming and performance efficiency can be improved by segmenting graphics and
system memory, and using graphics memory and separate bitmaps for generating text and
color graphics. The GP can access graphics memory faster than system memory because it
does not encounter CPU contention. Two bitmaps can increase efficiency if, one bitmap
contains text with one bit per pixel (bpp) and the other bitmap contains a multicolor graphic
image with several bpp.

2.1.2 Bitmap Coordinates

Any location in a bitmap can be referenced through a set of (x,y) coordinates. As shown in
Figure 2-1, the 82786 uses a set of coordinates whose Origin Address begins at coordinates
(0,0), located in the top left corner. The x axis extends across the top and increases to the
right. The y axis extends down the left side and increases from top to bottom.

2.1.3 Pixels

Most Graphics Processor (GP) commands manipulate a pixel or a group of pixels within a
bitmap. A pixel is the smallest element that can be displayed on a CRT. A pixel can associ-
ate 1, 2, 4, or 8 bits with it. The number of bits per pixel (bpp) varies based on the attributes
associated with the pixel. Although the attributes, hence the bpp, can vary, all pixels in the
same bitmap must have the same number of bpp. Color and multiple gray scale displays
require multiple bpp.

(0,0) X

G30304

Figure 2-1. Bitmap Coordinates
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All bitmaps are stored in memory in a sequential packed pixel manner. The 82786 stores
pixels sequentially with as many pixels as possible in each 16-bit word. The number of pixels
each word contains varies based on the number of bpp. For example, if the bitmap has
" 2 bpp, each word contains 8 successive pixels. Table 2-1 lists variations on the number of
bpp and pixels per word.

Table 2-1. Bits Per Pixel (bpp) and Pixels Per Word

BPP Pixels Per Word

1

BN =
[\o 20 - o o))

The GP stores each bitmap as a series of bits, which the GP and Display Processor (DP)
interpret as a series of lines consisting of sequentially ordered pixels. Lines are arranged
from top to bottom and contain pixels ordered from left to right. The first pixel of every
bitmap is the top left-most pixel. Each bitmap starts at the Origin Address, coordinates
(0,0), which must be an even byte address because the GP and Display Processor (DP)
address words only. The contents of each word varies based on the bpp. In the 2-bpp model,
the first word of the bitmap holds the value of the first 8 pixels of the first line, (coordinates
(0,0), (1,0), (2,0), ... (7,0)). The next word represents the next 8 pixels of the first line, and
so on until the end of the line. The word containing the first 8 pixels of the second line
(coordinates (0,1), (1,1) (2,1) ... (7,1)) follows the word containing the pixels for the end of
the first line. The 82786 stores all bitmaps in this manner.

2.1.4 Calculating the Effective Address (EA)

To calculate the effective address of a pixel, refer to the formula below. Table 2-2 defines
all variables.

EA (Effective Address) = Bitmap Origin Address + ((x«bpp) DIV 16) + y«N
bnum (starting bit position) = 15 — (x«bpp) MOD 16

Table 2-2. Effective Address Variables

Variable Definition

bnum = starting bit position of pixel (onum = 0
is the least significant bit)

W= Bitmap Width (in number of pixels)
H= Bitmap Height (in number of pixels)
bpp = Bits per Pixel

(Xy) = Pixel Coordinates

N (Memory words per line) = (W*bpp) DIV 16

Note: (W*bpp) must be an integral muitiple of 16. The Bitmap Origin Address must point to a word (even
byte) address.
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2.1.5 Windows

Windows consist of one or more tiles, which are portions of bitmaps output by the Display
Processor (DP). Horizontally, the 82786 supports up to 16 tiles per displayed line. Verti-
cally, the 82786 can support the same number of tiles as scan lines. A tile must be a subset
of a single bitmap, which can contain the entire bitmap, but not portions of two or more
bitmaps.

2.2 GRAPHICS PROCESSOR (GP) REGISTERS
The Graphics Processor (GP) uses three types of registers:

eGP 82786 Internal Registers
¢ GP Control Registers

¢ Context Registers

All GP registers are 16 bits wide. Each register contains either data or an address. A data
register can use all or just a portion of the 16 bits in the register. When the register value
does not require all 16 bits, the value is right justified in the word and the upper unused bits
are zeroed to ensure future compatibility. An address register requires two consecutive words
to contain a 22-bit address. An address always begins on an even byte. Address registers do
not explicitly store the least significant bit, which is assumed to be 0. The first word contains
the 16 least significant bits. The second word contains the remaining six bits with the upper
ten bits zeroed for future compatibility. The following sections discuss GP registers in detail.

2.2.1 Internal Graphics Processor (GP) Registers

The Graphics Processor (GP) has six Internal Registers on the 82786 that are either I/O or
memory mapped. The external CPU uses these registers to initiate execution of graphics
command lists and record status. Unlike other GP registers, which must be read and written
to with Load and Dump Register commands, these GP registers are directly addressable.
They are located at Internal Register Block offsets 20h through 2Ah from the base address
(see Figure 1-3). The base address marks the beginning of the Internal Register Block and
is contained in the BIU Relocation Register described in Section 4.2.1. Figure 2-2 displays
these GP Internal Register Block registers which include GRO, the Opcode Register at offset
20h; GR1 and GR2, the lower and upper values of the starting address of the next Graphics
- Command Block (GCMB) at offsets 22h and 24h (see Section 2.3 “Command Execution
and Format” for details); the GP Status Register (GSTAT) at offset 26 (see Section 2.2.1.1
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Register Offset
'20-2BH
GRO Opcode 20 Opcode [ Reserved [cEcL
GR1 Parameter 1 22 Link Address (Lower)
GR2 Parameter 2 24 Reserved 1 Link Address (Upper)
Status Register (GSTAT) 26 Reserved [aroLL] Grep | GINT [ apsc [aBcov]aBMov] GeTp [aiBMD
28 Instruction Pointer Lower
Instruction Pointer [ -
2A Reserved | Instruction Pointer Upper
15 14 13 12 " 10 9 8 7 6 5 4 3 2 1 0

G30304
Figure 2-2. Graphics Processor Internal Registers
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
[ Reserved [eroL] arep [ GINT [apscaacov]aamov]GeTp [aiBmo]
G30304

Figure 2-3. Graphics Processor Status Register

for details); and the Instruction Pointer (GCIP) at offsets 28h and 2Ah, (see Section 2.2.1.2
for details). These registers are word or byte addressable based on the setting of the BCP
bit in the BIU Control Register described in Section 4.2.2 “Control Register.”

2.2.1.1 GRAPHICS PROCESSOR STATUS REGISTER (GSTAT)

The Graphics Processor Status Register (GSTAT) contains the Status Byte, shown in
Figure 2-3. Table 2-3 describes the GSTAT bits, which start at offset 26h. All the status
bits, except GPOLL are cleared upon RESET. The GPOLL bit is set on RESET as discussed
in Section 2.3.3 “RESET and Initialization.”

2.2.1.2 GRAPHICS PROCESSOR INSTRUCTION POINTER

The Graphics Processor Instruction Pointer (GCIP) points to the current command in the
Graphics Command Block (GCMB). The GCIP consists of a 22-bit value stored in two
82786 Internal Registers (GCIPL and GCIPH) at Internal Register Block offsets 28h and
2Ah from the base address as shown in Figure 2-4. The base address marks the beginning
of the Internal Register Block and is contained in the BIU Relocation Register described in
Section 4.2.1.
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Table 2-3. Graphics Processor Status Register Bits

Bit Function

GPOLL Indicates if the Graphics Processor is in Poll State. See Section 2.3.2 *‘Poll State.”

GRCD Set if the Graphics Processor encounters an illegal opcode.

GINT The INTR_GEN command, described in Section 2.10.21, sets this bit, which can cause
an interrupt if the value in the GINT bit in the Interrupt Mask Register (GIMR) is zero.
For details on the GIMR, refer to Section 2.3.4 ‘‘Exception Handling.”

GPSC Pick Successful Flag. Set or cleared while the Graphics Processor (GP) is in PICK
Mode. Set if the Pick operation is successful on any command.

GBCOV Bitmap Overflow. This flag is set when executing a Bitblt or Charblt command if any
portion of the destination rectangle lies outside the clipping rectangle.

GBMOV Bitmap Overflow Flag for geometric commands.This flag is set when drawing a pixel
lying outside the clipping rectangle as a resuilt of any geometric drawing command
(Line, Circle, etc.).

GCTP Character Trap. Indicates that a character had its Trap Bit set in the character string

. parameter of the Char command. This is useful in initiating error handling or special
character handling routines such as those in which each character consists of multi-
ple 16X16 pixel segments.

GIBMD Illegal Bitmap Definition. Set if the Def_Bitmap command executes with illegal param-
eters. The illegal parameters are bits per pixel other than 1, 2, 4, 8, or Xmax defined
to be greater than 32k—1. This bit should not be masked out in the Interrupt Mask
(GIMR) to ensure the CPU is informed of this exception as soon as it occurs.

Offset

(H) 15 14 13 12 1" 10 9 8 7 6 5 4 3 2 1 0

28[

Instruction Pointer Lower Address 1

2A|

Reserved Instruction Pointer Upper Address I

G30304

Figure 2-4. Graphics Processor Instruction Pointer

2.2.2 Graphics Processor (GP) Control Registers

The Graphics Processor (GP) has four Control Registers in addition to the Internal Register

Block registers:

Register Mnemonic
Poll Mask GPOEM
Interrupt Mask GIMR
Stack Pointer GSP
Character Count GCNT

2-6
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Table 2-4 lists the function and ID of each register.

Table 2-4. Graphics Processor Control Registers

Register ID Number of Bits Function

GPOEM 0003 6 Poll Mask

Six right justified bits in a 16-bit register corre-
sponding to GSTAT bits: GINT, GPSC, GBCOV,
GBMOV, GCTP, and GIBMD. If any GPOEM bits
corresponding to set GSTAT bits have a value of
zero, the GP enters Poll State.

GIMR 0004 8 Interrupt Mask

Eight right justified bits in a 16-bit register corre-
sponding to GSTAT bits: GPOLL, GRCD, GINT,
GPSC, GBCOV, GBMOV, GCTP, and GIBMD. The
GP generates an interrupt if any GIMR bits corre-
sponding to set GSTAT bits have a value of 0.

GSP 010C 21 Stack Pointer

The 21-bit address contained in two consecutive
words points to the current top of stack. The stack
grows toward lower addresses.

GCNT 0015 16 Contains the character count while drawing
characters in the bitmap.

The registers in Table 2-4 can be read from or written to with the Dump_Reg (Section
2.10.15) and Load_Reg (Section 2.10.24) commands. Each register is identified by a 9-bit
Register ID, which is right justified in the lower nine bits of a 16-bit word in which the
upper bits are zeroed.

GPOEM, GIMR, and GCNT are data registers, which always store their values right justi-
fied in a 16-bit word of memory in which the upper unused bits are zeroed. The Stack
Pointer (GSP) requires two consecutive words of memory to hold its 22-bit address. The
first word contains the lower 16 bits; the second word contains the six most significant bits
in bits O through 5 with the remaining upper bits zeroed. The stack grows down toward
lower addresses.

2.2.3 Graphics Processor (GP) Context Registers

The Graphics Processor (GP) also uses context registers, which should not be accessed
normally, but must be saved and restored if the GP is to be shared by multiple processes.
Any other access to these registers should be avoided. Table 2-5 lists these registers, their
IDs, and the number of bits each uses. A register using 16-bits or less stores its value in a
16-bit word. If the register does not require the entire 16 bits, the value is right justified in
the word and the upper bits are zeroed, unless noted otherwise. A register with a value larger
than 16 bits uses two consecutive 16-bit words of memory. The first word contains the lower
16 bits and the second word contains the upper bits with any remaining bits zeroed.
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Table 2-5. Context Registers

Name ID Bits Function

GCOMM 0002 (16) Command

GPOEM 0003 (6) Poll Mask

GIMR 0004 (6) Interrupt Mask

GCHOR 0007 (2,2) Character Orientation and Path*

GCHA 010B (21) Character Font Base Address~

GSP 010C (21) Stack Pointer~

GCA 010D (21) Memory Address of Current Position
(xy)~

GBORG 010F (21) Bitmap Origin Address~

GCX 0010 (16) Current X Position

GCY 0011 (16) Current Y Position

GPAT 0012 (16) Line Pattern

GSPAC 0013 (16) Spacing between characters and Bitblts

GCNT 0014 (16) Character. Count**

GN 0016 (16) Number of 16-bit- words spanning width
of bitmap

GVERS 0017 (16) Version Number*** (D Step Value = 5)

TEMP 0019 (16) Temporary Storage

GXMAX 0090 (16) Maximum X for Clipping Rectangle

GYMAX 0091 (16) Maximum Y for Clipping Rectangle

GXMIN 0094 (16) Minimum X for Clipping Rectangle *

GYMIN 0095 (16) Minimum Y for Clipping Rectangle *

GMASK 0099 (16) Pixel Mask

GBGC 009B (16) Background Color

GFGC 009C (16) Foreground Color

GFCODE 009E (4) Function Code

GCIP 01AC (21) Current Instruction Pointer~

GBPP(RO) 009F (4) Used with Dump Register command to
get Current Bits per Pixel Value * * *

GBPP(WO) 0008 (4) Used with Load Register command to
write Current Bits per Pixel Value * * *

Kk
A

A A
A AA

NOTE:

21-bit registers use 2 consecutive words.

These bits are right justified in each byte of the word in which they are stored. Two bits are stored
in bits 1 and 0 and two bits are stored in bits 8 and 9; the remaining upper bits in each byte are
zeroed.

GCNT ID reassigned from 0015 to 0014 in D-Step.

In D-Step, valid after RESET and prior to drawing or drawing control commands.

Correction to previous GXMIN 1D 0096 and GYMIN 0097 assignments.

GFCODE ID reassigned from 001C to 009E in D-Step.

New D-Step Bpp Registers.

The following information is not saved by saving the state of these registers:

1) Type of character font, word or byte.
2) Whether or not you are in pick mode.
3) Transparent or opaque drawing.

2.3 COMMAND EXECUTION AND FORMAT

The Graphics Processor (GP) fetches its commands from a Graphics Command Block
(GCMB), which is a linked command list in memory. Although the GCMB can exist in
system memory, the GCMB should be placed in graphics memory, controlled by the integral
DRAM/VRAM controller, to take advantage of the faster command access time. The GP
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82786 Internal Registers GRO, GR1, and GR2, shown in Figure 2-2 in Section 2.2.1, are
loaded with the address of the GCMB and a Link command to initiate execution. The
following sections discuss the GCMB format, Poll State, exception handling, and RESET.

2.3.1 Graphics Processor Command Block (GCMB) Format

The Graphics Processor (GP) processes Graphics Command Blocks (GCMBs), consisting of
memory-resident commands. The GP runs only when an application needs to change the
bitmap contents or support a special function such as picking (see Section 2.6.5).
Figure 2-5 shows the format of a graphics command.

Each command in a Graphic Command Block consists of an opcode, a Graphics End of
Command List (GECL) bit, and a list of parameters required by the command. The opcode
is 8 bits wide and resides in the high byte. Bits 7 through 1 must be all zeroes to ensure
future compatibility. Bit 0 is the GECL bit, which tells the GP to start or stop processing a
command. '

The 82786 uses a 22-bit address, but reserves 32 bits for all addresses. The 10 most signifi-
cant unused bits must be zeroes. All GCMBs and commands they contain must lie at even
byte addresses because the GP and Display Processor (DP) address words only.

The opcode is in the high byte. The GECL bit, bit 0, is the least significant bit of the low
byte. A varying number of parameters follow in consecutive words. The GP tests the GECL
of each command. If the GECL is set to 0, the GP processes the command. If the GECL is
set to 1, the GP does not process the command and enters Poll State (see Section 2.3.2). Poll
State halts the GP until:

e the upper and lower memory values denoting a link address are loaded into registers
GR1 and GR2,

e a Link command is loaded in the Opcode Register GRO, and
+ the GECL bit is zeroed.

Opcode Reserved J GECL
Parameter 1
Parameter 2

Parameter N I

G30304

Figure 2-5. Graphics Command Format
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The Link command in the Opcode Register must reset the GECL bit to 0. Then, the GP
executes a new GCMB, which starts at the address specified in registers GR1 and GR2.
Figure 2-6 shows a sample GCMB which illustrates how the Control Registers provide a
link address to access memory-resident commands. The GCMB contains several Link
commands that execute commands in other memory segments. It also contains a Call
command that calls a graphics subroutine. A Nop command combined with the Halt
command stops command execution.

2.3.2 Poll State

Poll State is the Graphics Processor (GP) default state after a RESET. The GP also can
enter Poll State following command execution, an exception, a software abort signal, or if
the GRCD bit in the Status Register (GSTAT) is set (see Section 2.2.1.1 “Graphics Proces-
sor Status Register (GSTAT)” for details). While in Poll State, the GP does not execute
commands and is considered to be idle. However, the GP continuously monitors the GECL
bit in the Opcode Register, shown in Figure 2-7.

A valid command in the Opcode Register, which zeroes the GECL bit, starts the GP. After
RESET, the first command placed in the Opcode Register must always be a Link command
directing the GP to a GCMB in memory. If the GECL bit is a one, the GP does not execute
the command specified by the opcode, instead, the GP enters Poll State. For example, the
Halt command (Section 2.10.19) used with the Nop command (2.10.25) stops GP command
execution.

Normally, the Graphics Processor (GP) returns to Poll State following command execution
and the GECL bit being set to 1. The GP also can be forced to enter Poll State by receiving
a software abort when either of the following events occur:

e Writing to the Status Register (GSTAT), described in Section 2.2.1.1.
¢ Writing to the Instruction Pointer (GCIP), described in Section 2.2.1.2.

When the GP receives the software abort, it enters Poll state after executing the current
command. '

2.3.3 RESET and Initialization

Upon RESET, the Graphics Processor (GP) enters a well defined state with the following
events occurring:

1. Command execution halts and the GP enters Poll State.

2. The GECL bit in Opcode Register (GRO) is set to 1 indicating the end of the command
list. :

3. All status bits except GPOLL are cleared; GPOLL is set.

4. Interrupt Mask Register (GIMR) is set to all ones to disable it.

5. Poll On Exception Mask Register (GPOEM) is set to all ones to disable it.

6. '

GP exits Pick Mode.
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GRO
GR1
GR2

GP Opcode Registers

Link

Link Address Lower

Link Address Upper

82786 Memory

GECL
Opcode 1 0
Parameter 1
Opcode 2 0
Parameter 1
Parameter 2
Parameter 3
Link 0
Link Address Lower
Link Address Upper
| Call 0
Call Address Lower
Call Address Upper —
| Opcode 8 0
Opcode 9 0
Parameter 1
Parameter 2
Opcode 10 0
Nop 1
(Graphics Subroutine)
Opcode 6 0 |-
Opcode 7 0
Parameter 1
L__ Parameter 2
Return 0
Opcode 3 0 |-
Opcode 4 0
Parameter 1
Parameter 2
Opcode 5 0
Link 0
Link Lower Address
Link Upper Address
G30304

Figure 2-6. Sample Graphics Command Block (GCMB)
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2.3.4 Exception Handling

The Graphics Processor (GP) either generates an interrupt or enters Poll State based on the
status of the bits in the Interrupt Mask Register (GIMR), the GRCD bit in the Status
Register (GSTAT), and the Poll On Exception Mask Register (GPOEM).

The Interrupt Mask GIMR has 8 bits corresponding to the GSTAT bits: GPOLL, GRCD,
GINT, GPSC, GBCOV, GBMOV, GCTP, and GIBMD (see Figure 2-8 and Table 2-3 in
Section 2.2.1.1 “Graphics Processor Status Register (GSTAT).” The GP generates an inter-
rupt when any bit in the GIMR with a value of zero corresponds to a set bit in GSTAT.
Another interrupt is not generated if the previous interrupt has not been acknowledged.
Reading GSTAT and the BIU Control Register serves as an Interrupt Acknowledge to the
GP; the interrupt and status bits not masked out by the Interrupt Mask are cleared. If the
GPOLL bit causes the interrupt, it is not cleared on an Interrupt Acknowledge. However,
this does not generate repeated interrupts.

In addition to a software abort signal or a Halt command, the GP enters Poll state when:

e  The Status Register (GSTAT) Illegal Opcode GRCD bit is set.

e Any of the six GPOEM bits corresponding to set GSTAT bits GINT, GPSC, GBCOV,
GBMOYV, GCTP, or GIBMD have a value of zero. Refer to Figure 2-8 and Table 2-3
in Section 2.2.1.1 “Graphics Processor Status Register (GSTAT).”

Register Offset

(H) 15 14 13 12 " 10 9 8 7 6 5 4 3 2 1 0
GRO 20 Opcode | Reserved (zero for future compatibility) I GECL
GR1 22 Link Address (Lower)
GR2 24 Reserved (zero for future compatibility) I Link Address (Upper)

G30304
Figure 2-7. Opcode Register Used in Poll State
1514 13 12 1110 9 8 7 6 54 3 2 1 0
GPOEM | Reserved (zero for future compatibility) [ ainT [apsc [eBcov]aemov] ecTp JaiBm)]
GPSTAT | Reserved (for future compatibility) [eroLL]erep] aiNT [ aPsc [acov]aemov] GeTp Jaiemo]
GIMR | Reserved (zero for future compatibility) JepoLL] arep [ GINT | apsc [eBcov] aamov] GeTe JaiBmp]
G30304

Figure 2-8. GP Registers Used in Exception Handling
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Any time the GP enters POLL State, the GECL bit in the Opcode Register, GRO, automat-
ically is set to one. When the GP is in POLL State, it can be restarted by writing a valid
opcode such as 02H, the Link command, into register GRO and writing a 0 into the GECL
bit, which directs the GP to the graphics command block (GCMB) in memory. Clearing the
GECL bit in this manner, also clears the status bits that caused the POLL State.

Interrupt and Poll are two independent functions. The GP can issue an interrupt and not
POLL, or issue an interrupt and POLL, or not issue an interrupt and POLL, or do none of
these functions.

2.4 GRAPHICS PROCESSOR (GP) COMMANDS
Graphics Processor (GP) commands can be divided into five classes:

1. Nondrawing

Drawing Control

Geometric

Bit Block Transfer (BitBlt)
Character Block Transfer (CharBlt)

A

The following sections list commands and discuss concepts.

2.5 NONDRAWING COMMANDS

Nondrawing commands control command fetching, and loading and dumping of the GP
Control and Context Registers. These commands are:

Command Function

Link Link To Next Command (Unconditional Jump)
Call Call Subroutine

Return Return from Subroutine

Intr_Gen Generate Interrupt

Dump_Reg Dump Register

Load_Reg Load Register

For details on any of these commands, refer to the specific command in the Command
Description Section 2.10.
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2.6 DRAWING CONTROL COMMANDS

Drawing control commands define the current bitmap and its attributes, and set the
Graphics Current Position Pointer (GCPP).

Command Function
Def_BitMap Define Bitmap
Def_Clip_Rect Define Clipping Rectangle
Def_Colors Define Colors
Def_Texture Define Texture
Def_Logical_Op Define Logical Operation
Def_Char_Set Define Character Set
Def_Char_Orient Define Character Orientation
Def_Char_Space Define Intercharacter Spacing
Abs_Mov Absolute Move GCPP
Rel_Mov Relative Move GCPP
Enter_Pick Enter Pick Mode
Exit_Pick Exit Pick Mode

For details on any of these commands, refer to the spemflc command in the Command
Description Section 2.10.

2.6.1 Attributes Associated with Drawing Commands

A drawing operation modifies pixels within a bitmap during the execution of graphics
commands. All drawing that the Graphics Processor (GP) performs (including lines, arcs,
characters, and bitblts) are subject to several attributes which must be defined before
executing any drawing command. The attributes and the commands that define them are
listed in Table 2-6. The following sections discuss each of these attributes in detail.

Table 2-6. Drawing Command Attributes

Attribute Initialized By
Color Bit Mask Def_Logical_Op
Logical Operation . Def_Logical_Op
Clipping Rectangle ‘ Def_Clip_Rect
Foreground/Background Color Def_Colors
Transparent or Opaque Mode Def_Texture or T/O bit

in Charblt command*

Pattern Mask (texture) i Def_Texture
Pick Move Enter_Pick

‘Note: Foreground and background color, Transparent and Opaque Modes, and Pattern Mask are not
applicable to bitblt and character block transfer (charbit) commands. However, charbit commands
use the T/O bit in the Char command to specify Transparent and Opaque Modes as well as the
active foreground and background colors. For details on the T/O bit in the Char command, refer to
2.10.6 “CHAR - Draw Character String.”
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2.6.2 Color Bit Mask

The color bit mask defined in the Define Logical Operation command (Def_Logical_Op in
Section 2.10.14) restricts the effect of graphics primitives on the bit plane to update a subset
of the bits per pixel. With the color mask, one set of drawings can exist in one or more colors
and other text or graphics information can reside in different color bits of the same bitmap.

2.6.3 Logical Operations

Logical operations can combine existing pixel information in a bitmap with new pixel infor-
mation generated as a result of a drawing operation, such as displaying only the overlapping
regions of two shapes. This operation logically combines the contents of separate bitmap
locations to produce new bitmap patterns. The logical operation attribute, defined with the
Def_Logical_Op command described in Section 2.10.14, applies to all subsequent pixel update
operations (line, arc, charblt, bitblt, etc.) Sixteen binary functions are permitted between
the source and destination as shown in Table 2-7.

The Fcode is the truth table of the assdcfated two variable functions with the truth table of
the FCode of function ABCD diagramed as follows:

Source

Destination 0 1
(0] A B

1 C D

Table 2-7. Logical Operations

Function Fcode (Hex)
0 0000
source AND destination 0001
CMP (source) AND destination 0002
Destination 0003
source AND CMP (destination) 0004
source 0005
source XOR destination 0006
source OR destination 0007
CMP (source) AND CMP (destination) 0008
CMP (source) XOR destination 0009
CMP (source) 000A
CMP (source) OR destination 000B
CMP (destination) 00oC
source OR CMP (destination) 000D
CMP (source) OR CMP (destination) 000E
1 000F
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The following example shows the Complement of Source (CMP) function (FCode = 000Ah),
which replaces the destination with the complement of the source. The truth table shows
that if the source equals zero, the destination value does not care, so the result always will
be one. It also shows that if the source is one, the destination value does not care, so the
result always will be zero.

Source

Destination 0 1
(] 1 0

1 1 0

2.6.4 Clipping Rectangle

The clipping rectangle limits the effects of drawing operations to a subset of the bitmap.
The Define Clipping Rectangle command (Def_Clip_Rect in Section 2.10.12) defines the
clipping rectangle as any rectangle within the bitmap. The default clipping rectangle is the
entire bitmap. The clipping rectangle prevents drawing outside the defined rectangular region.
The clipping rectangle must be defined after a Def_Bitmap command (see Section 2.10.8).

Pixels are not drawn beyond the clipping rectangle. For figures that are partially inside and
partially outside the clipping rectangle, only the part that is inside the clipping rectangle is
updated in the bitmap. For block transfer and character drawing operations, if any part of
the destination area lies outside the clipping rectangle, that outside part is not drawn. To
ensure predictable results, the following restrictions apply to the clipping rectangle:

»  For lines, circles, polygons, polylines, bitblts, and character block transfers (charblts)
each pixel lying on the figure (both visible and the invisible parts) must not have its X
or Y coordinate outside the 32K range.

»  For circular arcs, the above restriction applies to the circle of which the arc is a part.

Refer to Section 2.10.6 for more information on character clipping.

2.6.5 Pick Mode

Pick Mode uses the clipping rectangle, which can be software controlled, to support selection
of objects on the display by a pointing device. Drawing, bitblt, and character block transfer
(charblt) commands are executed, but pixels are not updated in memory. Instead, if any
pixels generated by the drawing command lie within the clipping rectangle, the Pick
Successful Flag (GPSC) in the Status Register (GSTAT) is set. This allows the clipping
rectangle to be set to correspond with the location of a graphics pointing device (for example,
a cursor or pointer) and the Graphics Command Block (GCMB) can be reprocessed to find
which drawing command corresponds to the selected area. Refer to Section 2.2.1.1 for details
on GSTAT.
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To put the Graphics Processor (GP) in Pick Mode, define the clipping rectangle with the
Def_Clip_Rect command (see Section 2.10.12) and then execute the Enter_Pick command
(see Section 2.10.17).

Pick mode is not supported for Circle and Arc commands.

2.6.6 Foreground and Background Colors

The Define Colors command (Def_Colors), described in Section 2.10.13, sets the foreground
and background colors, the two colors drawn by all drawing operations (if both are needed).
This command is not applicable for bitblt. Character block transfer (charblt) commands use
the T/O bit in the Char command to select the active foreground and background colors
based on those set by the Def_Colors command. For details on the Char command, refer to
Section 2.10.6 “CHAR — Draw Character String.”

2.6.7 Transparent or Opaque Mode

The Define Texture command (Def_Texture), described in Section 2.10.15, determines
whether Transparent or Opaque Mode is used for most drawing and geometric commands.
Transparent Mode draws only the foreground color into the bitmap (for dotted lines or
characters) and does not change the pixels between dots or characters. Opaque Mode draws
the foreground color and fills in the background color between dots or characters. Neither
of these modes is applicable for bitblt or character block transfer (charblt) commands.
Charblt commands use the T/O bit in the Char command (see Section 2.10.6) to define
Transparent or Opaque Modes.

2.6.8 Pattern Mask

The pattern defined in the mask initiates a logical operation with drawing commands, which
permits dotted and dashed lines, arcs, and other shapes. This attribute is not applicable for
bitblt and character block transfer (charblt) commands. The Def_Texture command (see
Section 2.10.15) sets the transparent/opaque attribute for drawing operations other than
those that the Char command (see Section 2.10.6) defines.
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2.7 GEOMETRIC COMMANDS

Geometric commands draw points, lines, and arcs in a variety of ways as the following list
illustrates.

Command Function
Point Draw Point
Incr_Point Draw Incremental Points
Circle Draw Circle
Line Draw Line
Rect Draw Rectangle
Polyline Draw Polyline
Polygon Draw Polygon
Arc Draw Arc
Scan_Lines Draw Series of Horizontal Lines

For details on any of these commands, refer to the specific command in the Command
Description Section 2.10.

2.8 BIT BLOCK TRANSFER (Bitblt) COMMANDS

Bit Block Transfer (bitblt) commands combine rectangular images from one piece of bitmap
memory to another.

Command Function
Bit_BIt Bit Block Transfer within a bitmap
Bit_BIlt_M Bit Block Transfer between bitmaps

For characters larger than native (16X 16 pixels), if the font is arranged as a bitmap,
Bit_BIlt_M can be used to write arbitrary sized characters. For details on either of these
commands, refer to the specific command in the Command Description Section 2.10.

2.9 CHARACTER COMMAND

The Character command (Char) allows an application using character codes such as ASCII
to draw character fonts stored in memory into a bitmap. The character fonts are stored in
pixel form. For details on the Char command, refer to Section 2.10.6 in the Command
Description Section. The following sections discuss font support and character storage.

2.9.1 Character Font Support

The Graphics Processor (GP) supports an unlimited number of character fonts, which can
reside anywhere in the 4 MB address space. The Def_Char_Set command, described in
Section 2.10.10, defines whether the character string is a string of bytes or a string of words.
The type of font used generally determines the mode that you should select. For fonts coded
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in ASCII, Byte Mode can be used because ASCII character codes are 8 bits. However, for
Kanji, Word Mode is necessary because more than the 256 character limit supported in Byte
Mode is needed.

The Def_Char_Set command sets the active font type and the base memory address of the
font. The Def_Char_Space command (see Section 2.10.11) can be used for negative inter-
character spacing to permit kerning for italic fonts and special effects.

2.9.2 Character Storage

Each character in a character font has an independently programmable size of up to 16 X16
pixels, which allows individual characters to be different sizes for proportional spacing.
Information about each character resides in memory and is provided by the user. Starting
from an even byte address, the character information is stored in consecutive words of memory
forming a character block containing n+1 words of memory, where n is the pixel height of
the character. Each Character Descriptor Block has the format shown in Figure 2-9.

Each Character Descriptor Block must start at an even byte address. The dot patterns for
each row must reside in consecutive words in memory. The first word defines the height and
width of the character (see Figure 2-9) and whether the character is an overstrike or exceeds
the 16 X 16 pixel limit in either direction. If the dot pattern for the width of the character is
less than 16 pixels, the dot pattern for the row must be right justified.

Each character is identified by specifying the address of the starting block. This address is
an offset from the character table base address, which is programmed before using the
Def_Character_Set command.

15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
S Width (W —1) l T | Height (H —1)

Dot Pattern for First Row

Dot Pattern for Second Row

Dot Pattern for Third Row

Dot Pattern for Fourth Row

Dot Pattern for Fifth Row

Dot Pattern for Last Row

G30304

Figure 2-9. Character Descriptor Block Format
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The S bit, the most significant bit of the Character Descriptor Block, indicates whether the
Graphics Current Position Pointer (GCPP) is updated after the character is drawn. If the S
bit is set to 1, the GCPP is not updated following character drawing. If the S bit is 0, the
GCPP is updated following character drawing. Suppressing the updating of the GCPP after
certain characters are drawn can be useful for underlining, overstriking, or creating other
special effects.

The T bit (Trap bit), the most significant bit of of the first byte of the Character Descriptor
Block can be set to initiate a software trap, which can be used if the character being drawn
exceeds 16 pixels in either direction. The Trap bit can interrupt the CPU so that software
can specially process a character with bitblt or other technique. For example, the Trap bit
is useful for processing characters larger than 16X 16 pixels. Such characters can be divided
into quadrants and drawn by executing multiple character drawing commands. The Trap bit
also can be used to provide elementary memory management for large fonts that may not
reside entirely in physical memory at one time.

The height and width of the character refer to the difference between their limiting x and y
coordinates. For example, a width of zero specifies a character one pixel wide and a height
of zero specifies a character one pixel high.

The Char command (see Section 2.10.6) defines transparency/opaqueness, the character
string pointer, and the number of characters in the string. The Character Descriptor Block
containing the character to be drawn may be located anywhere in the 82786 memory space,
which can be accessed with either an 8- or 16-bit reference to the specific character. The
String Pointer specifies 8-bit (Byte Mode) or 16-bit (Word Mode) references for each
character to be drawn. Standard character fonts can be drawn flexibly because path and
rotation are defined with the Def_Char_Orient command (see Section 2.10.9) and inter-
character spacing is defined with a Def_Char_Space command (see Section 2.10.11). This
allows an application to specify variable spacing and direction of text, and rotate characters
without altering the font. Simple one-bit per pixel character font definitions can be used in
color applications because the Def_Color command specifies the foreground and background
colors and the necessary bits are written for each pixel during the drawing process.

The Def_Char_Set command (see Section 2.10.10) specified 22-bit font base address and
Char command specified parameter strings define the address of the Character Descriptor
Block, which describes the character. Figure 2-10 illustrates the format of a character
Descriptor Block for the character A.

In Byte Mode, characters are referenced in 8 bits, which allows existing software using
ASCII character codes and EBCDIC to be converted to 82786-based systems. In Byte Mode,
256 words of the font are reserved for a lookup table. To locate a specific character in the
table, the 8-bit Char command parameter string for the character is doubled (shifted left
one bit) and then added to the 22-bit font base address pointer of the Def Char_Set
command. The resulting word address is the offset into the font table. The contents of the
addressed word in the table are doubled and added to the font base address. This sum points
to the starting address of the Character Descriptor Block, which describes the character.
Figure 2-11 outlines Byte Mode, which permits only 256 characters in each 8-bit font. For
details on the Character Descriptor Block, refer to the Def _Char_Set command in
Section 2.10.10.
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Character “A”

DW 8608H ;$=1, T=0, Width (W —1)=6, Height (H —1)=8

DW 0011000B

DW 0100100B
DW 1000010B

DW 10000108
DW 11111108

DW 1000010B

DW 1000010B

DW 10000108

DW 00000008

G30304

Figure 2-10. Sample Character Descriptor Block

In Word Mode, the 16-bit Char command parameter string is doubled (shifted left one bit)
before being added to the 22-bit Def_Char_Set font base address. The resulting sum is the
starting address of the Character Descriptor Block (see Figure 2-12). Maximum Character
Descriptor Block size is seventeen words of data, which supports approximately four thousand
characters in one 16-bit font (worst case). Supplementary software using a lookup table can
be used to access as many as 65,000 characters in a single font. Alternatively, for characters
larger than native (16X 16 pixels), the font can be organized as a bitmap and with the
Bit_Blt_M command arbitrary sized single characters can be written.
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BYTE MODE
8-BIT

FONT BASE ADDRESS

— — *2

CHARACTER FONT

1 o

s —— ————— — —

CHARACTER DESCRIPTOR BLOCK

e — e —————

— ———— ———— ]

CHARACTER OFFSET TABLE

CHARACTER | 2
COMMAND | —’G
STRING POINTER

Figure 2-11. Byte Mode

WORD MODE
16-BIT

CHARACTER

COMMAND
STRING POINTER \

FONT BASE ADDRESS

CHARACTER FONT

CHARACTER DESCRIPTOR BLOCK

e —— — — —— —

Figure 2-12. Word Mode
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2.10 COMMAND DESCRIPTIONS
The following subsections describe Graphics Processor (GP) commands. The commands are

organized in alphabetical order. When using any of these commands, program reserved bits
to zero.
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2.10.1 ABS_MOV-Move
Opcode 4FH

Format

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 4FH Reserved GECL

X coordinate

Y coordinate

Description: The Abs_Mov command moves the Graphics Current Position Pointer
(GCPP) to the absolute location specified by the given X and Y coordi-
nates. (See Figure 2-13.) The X and Y coordinates are specified in two’s
complement form and can be negative. The reserved bits should be
programmed to zero.

Neither the Pick Successful Flag (GPSC), or the Bitmap Overflow Flags
(GBMOV and GBCOYV), in the Status Register are set as a result of
this command, even if the GCPP moves beyond the clipping rectangle.
For discussions of the clipping rectangle and PICK Mode, refer to
Sections 2.6.4 and 2.6.5.

(0,0) X

GCPP
(10,10)

NEW GCPP
(30,20)

<X
[

N W
[=X<]

G30304

Figure 2-13. Absolute Move
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2.10.2 ARC-Draw Arc

Opcode 68H - Arc Exclusion
69H - Arc Inclusion
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 68H/69H I/E Reserved GECL
dxmin
dymin
dxmax
dymax
radius
Description Two versions of the Arc-.command can be used: arc inclusion and arc

exclusion. Each draws an arc with the center at the Graphics Current
Position Pointer (GCPP) and the radius specified in the command. The
parameters dxmin, dxmax, dymin, and dymax are the displacements
(relative to the GCPP). for the endpoints of an inclusion/exclusion
rectangle as shown in Figure 2-14. The inclusion rectangle includes the
endpoints of the arc, but the exclusion rectangle does not. The I/E bit
in the opcode determines which arc to draw. If the I/E bit equals 1, an
inclusion arc is drawn. The inclusion arc lies inside the rectangle and
includes points on the edge of the rectangle. If the I/E bit equals 0, an
exclusion arc is drawn. Conversely, the exclusion arc lies outside the
rectangle. The reserved bits should be programmed to zero.

The parameters are expressed as two’s complement numbers and can be
negative. However, if the radius is negative, no arc is drawn. If the radius
is zero, the arc is reduced to a single point at the GCPP. If dxmin >
dxmax or dymin > dymax, the inclusion/exclusion rectangle is treated
as a NULL rectangle. No part of an arc is contained in a NULL
rectangle.

The currently active texture, color, and logical operation are observed.

The GCPP remains at the center when the command. completes
execution.
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(0,0)

/

DXMIN DXMAX

>

INCLUSION
EXCLUSION
RECTANGLE

DRAWING
DYMN - — = WIOM

INCLUSION ARC

DYMAX = — —

% Mwn ARC

TEXTURE
ALIGNED HERE

G30304

Figure 2-14. Draw Arc

The clipping rectangle and the inclusion/exclusion rectangle are
independent. Part of the inclusion/exclusion rectangle may lie outside
the clipping rectangle. However, if any part of the arc falls outside of
the clipping rectangle, the arc is drawn clipped and the Bitmap Overflow
Flag (GBMOYV) in the Status Register (GSTAT) is set. The arc is drawn
in a counterclockwise direction with the texture aligned on a pixel basis
to the point (xc + r, yc). The GCPP equals (xc,yc). For details on
GSTAT, refer to Section 2.2.1.1 “Graphics Processor Status Register
(GSTAT).”

PICK mode is not supported for this command. If drawing is in trans-

parent mode, the texture must be solid (applies only to this command
and the Circle command).
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2.10.3 BIT_BLT-Bit Block Transfer
Opcode 64H

Format

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 64H Reserved GECL

Source Rectangle x Coordinate

Source Rectangle y Coordinate

dx

dy

Description The Bit_BIt command copies a rectangular block of pixels within the
current bitmap. The parameters specify the source rectangle with a corner
at (%, y), width dx, and height dy. The source rectangle is copied to the
destination such that one corner of the destination rectangle at coordi-
nates (x, y) maps to the Graphics Current Position Pointer (GCPP), as
shown in Figure 2-15. The height and width of both rectangles are the
same. When the command completes execution, the GCPP moves to the
location (GCPPx + dx, GCPPy).

The reserved bits should be programmed to zero. The parameters are
expressed in two’s complement form and can be negative. The (x, y)
coordinates can be any of the four corners of the source rectangle, but
corresponds only to the upper left corner if dx and dy are both non-
negative. When dx = dy = 0, the single pixel at (x, y) is copied.

Each pixel of the destination rectangle is updated according to the
currently defined logical operation. The Graphics Processor (GP)
automatically adjusts the order of pixel transfer to accommodate source
and destination rectangles that overlap. If the destination rectangle (not
the source) crosses the clipping rectangle, no operation is performed and
the the Bitmap Overflow Flag (GBCOV) in the Status Register
(GSTAT) is set. When in PICK Mode, the Pick Successful Flag (GPSC)
in GSTAT is set if any of the pixels in the destination rectangle lie within
the clipping rectangle. Sections 2.6.4 and 2.6.5 discuss the clipping
rectangle and PICK Mode. Refer to Section 2.2.1.1 “Graphics Processor
Status Register (GSTAT)” for details on GSTAT.
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(0,0)

(X,Y) DX

SOURCE
RECTANGLE

GCPP NEW GCPP

DYy
DESTINATION
RECTANGLE

G30304

Figure 2-15. Bit Block Transfer
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2.10.4

Opcode

Format

15 14

BIT_BLT_M-Bit Block Transfer Between Bitmaps

AEH

13 12 11 10 9 8 7 6 5 4 3 2 1 0

Opcode AEH Reserved GECL

Source Bitmap Lower Origin Address

Reserved Source Bitmap Upper Origin Address

Source xmax

Source ymax

Source rectangle x coordinate

Source rectangle y coordinate

dx

dy

Description

The Bit_Blt_M command copies a rectangular block of pixels across
bitmaps. Unlike other bitblt commands, the source rectangle lies in a
bitmap other than the currently active bitmap. The parameters specify
the Source Bitmap Origin Address, which defines the source rectangle
with the width xmax and height ymax. The Source Bitmap xmax and
ymax parameters, as well as X, y, dx, and dy parameters are measured
in pixels. The source rectangle defines a corner at (x, y), width dx, and
height dy. Reserved bits should be programmed to zero.

The source rectangle is copied to the destination in the currently active
bitmap (as defined by the previously specified Def_Bitmap command in
Section 2.10.8) such that (x, y) maps to the Graphics Current Position
Pointer (GCPP), as shown in Figure 2-16. The height and width of both
rectangles are the same. If the original GCPP was (xc, yc), following
command execution, the new GCPP location will be (xc + dx, yc).

The dx and dy parameters are expressed in two’s complement form and
can be negative. The (x, y) parameters correspond to the upper left corner
if dx and dy are both non-negative, otherwise these parameters corre-
spond to one of the other corners of the source rectangle. When dx =
dy = 0, a single pixel at (x, y) is copied.
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(0,0)

YMAX

SOURCE BITMAP ADDRESS l
XMAX (0,0)
NEW
(X,Y) DX GCPP GCPP
DY SOURCE DESTINATION
RECTANGLE RECTANGLE
SOURCE BITMAP DESTINATION BITMAP

G30304

Figure 2-16. Bit Block Transfer Between Two Bitmaps

The Graphics Processor (GP) assumes the source bitmap has the same
number of bits per pixel (bpp) as the destination. This transfers the
requisite number of bytes from the source bitmap to the destination
bitmap. Unexpected results can occur if the bpp for the source bitmap
are not equal to the bpp of the destination.

Each pixel of the destination rectangle is updated according to the
currently defined logical operation. If the destination rectangle crosses
the clipping rectangle, no operation is performed and the Bitmap
Overflow Flag (GBCOV) in the Status Register (GSTAT) is set. The
source bitmap is not clipped.

In PICK Mode, the Pick Successful Flag (GPSC) in GSTAT is set if
any pixels of the destination rectangle lie within the clipping rectangle.
Sections 2.6.4 and 2.6.5 discuss the clipping rectangle and PICK Mode.
For details on GSTAT, refer to Section 2.2.1.1 “Graphics Processor
Status Register (GSTAT).”

NOTE

The Bit_Blt_M command defines the source bitmap and the last
specified Def_Bitmap command (defined in Section 2.10.8)
defines the active bitmap, which is the destination. The bits per
pixel (bpp) of the source and destination bitmaps must be the
same.

2-30



intel

GRAPHICS PROCESSOR OVERVIEW

2.10.5 CALL-call Subroutine

Opcode OFH
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode OFH Reserved GECL
Call Address (Lower)
Reserved Call Address (Upper)
Description The Call command calls a subroutine of Graphics Processor (GP)

commands. When the GP encounters a Return command in the subrou-
tine, control returns to the command following the Call command. With
Call and Return commands, you can build subroutines, nested to an
arbitrary depth. Reserved bits should be programmed to zero.

Before issuing Call commands, the Graphics Processor Stack Pointer
(GSP Control Register), must be initialized. Use the Load_Reg command
to load the GSP with the stack address. Following an exception which
prematurely terminates the GP command stream, be sure to restore or
reinitialize the GSP. The GP stack grows toward lower addresses.

After receiving a Call command, the GP increments the current Instruc-
tion Pointer (GCIP) by 6 (to point to the following command) and pushes
the value onto the stack. Then, the GCIP is loaded with the subroutine
address specified by the Call command. Control jumps to the called
subroutine. Each subroutine call uses four bytes of stack space, which
causes the GSP to be decremented by 4 each time a subroutine call
occurs.
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2.10.6 CHAR-Draw Character String

Format

15 14

Command Opcode
CHAR_OPAQUE A600
CHAR_TRANSPARENT A700
CHAR_RV_OPAQUE A800
CHAR_RV_TRANSPARENT A900

12 11 10 9 8 7 6 5 4 3 2 1 0

Opcode Reserved GECL

String Pointer Lower

String Pointer Upper

Number (# of Characters)

Description

This command writes a string of characters into the active bitmap. The
character dot matrix is read out of the active character table and the
characters are written into the active bitmap using the active character
path, character rotation and inter-character spacing. Reserved bits should
be programmed to zero. The characters can be drawn transparent or
opaque and reverse video. If normal video and transparent (opcode
A700), then a “1” in the character descriptor dot matrix specifies the
active foreground color and a “0” specifies no action. If opaque (opcode
A600), a “1” specifies the active foreground color and a “0” the active
background color.

If reverse video and transparent (opcode A900), then a “0” in the
character descriptor dot matrix specifies the active foreground color and
a “1” specifies no action. If reverse video and opaque (opcode A800), a
“1” specifies the active background color and “0” specifies the active
foreground color. Again the characters are drawn only in the planes
specified by the currently active Mask and using the currently defined
logical operation.

Each character in a character font has an independently programmable
size of up to 16X16 pixels, which allows individual characters to be
different sizes for proportional spacing. Information about each charac-
ter resides in memory and is provided by the user. Starting from an even
byte address, the character information is stored in consecutive words of
memory forming a character block containing n+1 words of memory,
where n is the pixel height of the character. Each Character Descriptor
Block has the format shown in Figure 2-17.
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15 14 13 12 11 10 9 5 4 3 2 1 0

8 7 6
s Width (W —1) I T I Height (H --1)

Dot Pattern for First Row

Dot Pattern for Second Row

Dot Pattern for Third Row

Dot Pattern for Fourth Row

Dot Pattern for Fifth Row

Dot Pattern for Last Row

G30304

Figure 2-17. Character Descriptor Block

Each character is identified by specifying the address of the starting
block. This address is an offset from the character table base address,
which is programmed before using the Def_Character_Set command.

Each character block must start at an even byte address. The dot
patterns for each row must reside in consecutive words in memory. The
first word defines the height and width of the character (see
Figure 2-17) and whether the character is an overstrike or exceeds the
16X 16 pixel limit in either direction. If the dot pattern for the width of
the character is less than 16 pixels, the dot pattern for the row must be
right justified in the word of the Character Descriptor Block. However,
the dot pattern defining the character in the character cell can be left
justified as shown in Figure 2-18. In this way, a character can create its
own proportional spacing.

The S bit, the most significant bit of the Character Descriptor Block,
indicates whether the Graphics Current Position Pointer (GCPP) is
updated as defined by the Def_Char_Orient command after the charac-
ter is drawn. If the S bit is set to 1, the GCPP is not updated following
character drawing. If the S bit is 0, the GCPP is updated following
character drawing. Suppressing the updating of the GCPP after certain
characters are drawn can be useful for underlining, overstriking, or
creating other special effects.
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15 14 13 12 11 10 9 8 7 6 5 3 2 1 0
1 ] 0 0 0 0 1 1 0 I 0 I 0 0 1 0 0 0
0 0 0 0 0 0 0 0 0 0 0 1 1 0 0 0
0 0 0 0 0 0 0 0 0 0 1 0 0 1 0 0
0 0 0 0 0 0 0 0 0 1 0 0 0 0 1 0
0 0 0 0 0 0 0 0 0 1 0 0 0 0 1 0
0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 0
0 0 0 0 0 0 0 0 0 1 0 0 0 0 1 0
0 0 0 0 0 0 0 0 0 1 0 0 0 0 1 0
0 0 0 0 0 0 0 0 0 1 0 0 0 0 1 0
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Character “A”

DW 8608H ; $=1, T=0, Width (W —1)=6, Height (H —1)=8

DW 00110008

DW 01001008

DW 10000108

DW 10000108

DW 1111110B

DW 10000108

DW 10000108

DW 10000108

ow

G30304

Figure 2-18. Sample Character Descriptor Block

The T bit (Trap bit), the most significant bit of the first byte of the
Character Descriptor Block can be set to initiate a software trap, for
specialized processing of a character that exceeds 16 pixels in either
direction or elementary memory management. The Trap bit can inter-
rupt the CPU so that software can specially process a character with
bitblt or other technique. A character larger than 16X16 pixels can be
divided into quadrants and drawn by executing multiple character
drawing commands. The Trap bit also can be used to provide elementary
memory management for large fonts that may not reside entirely in
physical memory at one time.
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The height and width of the character refer to the difference between
their limiting x and y coordinates. For example, a width of zero specifies
a character one pixel wide and a height of zero specifies a character one
pixel high.

Before issuing the Char command, the current character font must be
established by using the Def Char_Set command. This command also
determines whether to use Word or Byte Mode to select characters from
the font.

The initial x,y coordinates are taken to be the GCPP position. If the
character is not specified to be non-spacing then, after writing each
character, the GCPP is moved to a point “character width + space —
1” away (in the direction of the character path) from the initial point.
The new GCPP position becomes the initial point for the next character.
The character boundary is assumed to be the bounding rectangle of the
character. If any of the characters cross the clipping rectangle, the bitmap
overflow (GBCOV) flag is set and only the portions of the character
lying within the clip rectangle are drawn. The GCPP is updated to lie at
the final position of the Nth character and is unaffected by clipping of
the characters.

The character string is interpreted to be either a string of bytes or a
string of words depending upon the mode set up by the Def_Char_Set
command. In Word Mode, the string pointer parameter of the Char
command points to a string of n characters. The string is interpreted as
shown in Figure 2-19.

In this mode, each word in the character strings corresponds to a charac-
ter from the defined font. The correspondence is defined as follows. The
word code is added to the Character-font’s base address (22-bits) and
the resulting 22-bit quantity serves as the address to the beginning of the
character description block. Figure 2-20 shows the operation of the Char
command in Word Mode with the character path in the standard left to
right orientation.

char n

G30304

Figure 2-19. Word Mode Selector Words
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FONT TABLE
CHARACTER
DESCRIPTOR
BLOCK
' FONT
BASE ADDRESS
CHARACTER
DESCRIPTOR
BLOCK I
CHARACTER
DESCRIPTOR COMMAND
BLOCK STRING POINTER
(SHIFTED LEFT 1 BIT)
.
L]
: L )

CHARACTER
DESCRIPTOR
BLOCK

G30304
Figure 2-20. Character Command in Word Mode
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
char 2 char 1
char 4 char 3
charn char n-1
G30304

Figure 2-21. Byte Mode Selector Words

If in byte mode, the character string is interpreted as shown in
Figure 2-21.

In this mode, each byte in the character string corresponds to a charac-
ter from the character font. One more level of indirection is added to the
character address generation. The byte is added to the Character-font’s
base address and the resulting 22-bit quantity addresses a word from the
memory. This word is added to the character-font’s base address and the
resulting 22-bit address points to the beginning of the character descrip-
tor block. The net effect is that of a lookup table being present at the
head of the character font itself.
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If any of the characters are defined with a TRAP bit set, all further
processing of the string is aborted and the GTRP bit is set in the status
register, which might cause an interrupt depending upon the contents of
the Interrupt Mask Register or may cause an onset of the POLL mode
depending upon the POEM register. In case of the Char command being
aborted because of a GTRP bit, further information can be gotten from
reading registers GCNT and GCIP. GCNT holds the number of charac-
ters remaining to be drawn when the GTRP bit was encountered while
GCIP holds, as always, the address of the command that caused the
character string to be drawn.

If the PICK mode is on, the GPSC flag in the status register is set if any
of the pixels lying within the character bounding rectangle also lie in the
clipping rectangle. In case of the PICK mode or normal mode, the Char
command is processed for the entire character string. For instance, even
if the first character overflows clipping rectangle boundaries, the rest of
the character string is scanned for other characters that may lie within
the clipping boundary. Further information is accessible via registers
GCNT and GCIP. GCNT holds the number of characters that were
remaining to be drawn when the last exception occurred while GCIP
holds the address of the Char command that was under
execution.

Note that the character string for all character drawing must begin on
an even byte address. Byte strings that are aborted with a trap may
require special handling to restart on an even byte address.

Character clipping is supported for 16-bit character codes only. In
addition, if the top of the characters are to be clipped, the top row of
pixels of the character must begin on an even numbered scan line (scan
lines are numbered from top to bottom beginning with number 0). This
restriction does not apply to characters which have only the sides or
bottom clipped or which are not clipped at all.
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2.10.7 CIRCLE-Draw Circle

Opcode 8EH
Format
15 14 13 12 11 10 ) 8 7 6 5 4 3 2 1 0
Opcode 8EH Reserved GECL
Radius
Description The Circle command draws a circle with the center at the Graphics

Current Position Pointer (GCPP) and radius as specified by the command
(see Figure 2-22). The GCPP remains at the center of the circle. Pixels
are updated according to the current texture and logical operation. A
circle with a radius set to zero consists of the single point at the GCPP.
If the radius is negative, the circle is not drawn. If the circle crosses the
clipping rectangle, the circle is drawn clipped. and the Bitmap Overflow
Flag (GBMOV) in the Status Register (GSTAT) is set.

Reserved bits should be programmed to zero.
PICK Mode is not supported for this command. If drawing is in trans-

parent mode, the texture must be solid (applies only to this command
and Arc command).

(0,0) X

|

GCPP

RADIUS

G30304

Figure 2-22. Draw Circle
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2.10.8

DEF_BITMAP—-Define Bitmap

Opcode 1AH
Format
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 1AH Reserved GECL
Bitmap Lower Origin Address
Reserved Bitmap Upper Origin Address
Xmax
ymax
bpp (1,2,4,8)
Description The Def_Bitmap command defines the active bitmap, which continues

to be active until another Def_Bitmap command is executed. Def_Bitmap
defines the bitmap as the rectangle spanned by the point (0,0) at the
Origin Address in the top left corner and (xmax, ymax, which are speci-
fied in pixels) in the bottom right corner (see Figure 2-23). Bitmaps
must begin at a word (even byte) address. The bitmap is activated with
the Graphics Current Position Pointer (GCPP) at the Origin Address
(0,0); the clipping rectangle is set to the bitmap boundary until the
Def_Clip_Rect command redefines it. Reserved bits should be
programmed to zero.

The bpp parameter sets the number of bits per pixel for the bitmap and
must be 1, 2, 4, or 8. If any other value is used, if ymax < 0, if xmax
does not satisfy the equation below, or if xmax exceeds 32K-1, the Illegal
Bitmap Definition Flag (GIBMD) in the Status Register (GSTAT) is
set, which may cause an interrupt depending on the Interrupt Mask
Register (GIMR) discussed in Section 2.3.4 “Exception Handling.” If
an illegal bpp value is specified or ymax < 0, the bpp defaults to 1.

A bitmap must be an integral number of words wide. The value for xmax
must satisfy the following equation:

[(xmax + 1) « bpp] MOD 16 = 0
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(0,0) = GCPP XMAX

ORIGIN ADDRESS

YMAX Y o e e e e e —— — _I

G30304

Figure 2-23. Define Bitmap

For example, with an xmax value of one (xmax = 1), the bitmap consists
of two pixels: x=1, x=0. The ymax parameter does not have a similar
restriction. However, if xmax or ymax are negative, the results are
unspecified. The absolute maximum value for xmax and ymax is 7FFF.
If a value greater than 7FFF is specified for either xmax or ymax, xmax
or ymax defaults to zero.

No default definition of a bitmap exists. Thus, after RESET, only
nondrawing commands may be executed prior to the Def_Bitmap
command. Drawing commands issued before establishing a bitmap with
the Def_Bitmap command have unspecified results.
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2.10.9

DEF_CHAR_ORIENT —Define Character Orientation

Opcode 4EH
Format
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 4EH Reserved GECL
Reserved 1 Reserved |
1 —_ 1
Path Rotation
Description The Def_Char_Orient command sets the character orientation used by

the Char command. The path parameter defines the direction to update
the Graphics Current Position Pointer (GCPP) after each character is
drawn. The rotation parameter sets the orientation of each character.
Specify both parameters as degrees counterclockwise to the horizontal
axis. Parameters must be selected from the following path and rotation

values:
Path and Rotation Values Degrees
00 0
01 90
10 180
11 270

The rotation defined by this command remains active until redefined by
another Def_Char_Orient command. Figure 2-24 shows possible
character orientations. Reserved bits should be programmed to zero.
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Figure 2-24. Define Character Orientation
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2.10.10 DEF_CHAR_SET-Define Character Set

Opcode 0AH - Word Mode
0BH - Byte Mode
Format
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 0AH/OBH B/W Reserved | GECL
Character Font Base Address (Lower)
Reserved Character Font Base Address (Upper)
Description The Def_Char_Set command establishes the active character font used

for drawing characters in the bitmap. After Def_Char_Set establishes
the font, use the Char command to draw character strings into the
bitmap. No default character font exists; you must use Def_Char_Set
before drawing characters.

The command parameters specify the base address for the font, which
must be an even byte address. The font is then addressed in one of two
modes: Byte or Word. The opcode B/W bit selects the mode. Reserved
bits should be programmed to zero.

Each character is described by a Character Descriptor Block.
Figure 2-25 shows the layout of a Character Descriptor Block with the
upper left corner placed at the GCPP. The placement of the GCPP
changes as specified by the S bit in the Char command and the path and
rotation in the Def_Char_Orient command.

Each Character Descriptor Block must start at an even byte address and
the dot patterns for each row are stored in consecutive words of the
Character Descriptor Block. The height and width of each character
cannot be more than 16 pixels. When the character width is less than
16, the dot pattern for each row must be stored right justified within
the word.

The first word of a Character Descriptor Block specifies the height and
width of the character. These values are stored as the Height minus one
(Height —1) and Width minus one (Width —1). Different characters
in the same font can have different dimensions. You must ensure that
the size of each character matches the number of rows used and that dot
patterns are right justified within the word. Although, the character can
be left justified within the character cell as shown in Figure 2-26.
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15 14 13 12 11 10 9 5 4

3

2

8 7 6
S Width (W —1) l T I Height (H —1)

Dot Pattern for First Row

Dot Pattern for Second Row

Dot Pattern for Third Row

Dof Pattern for Fourth Row

Dot Pattern for Fifth Row

Dot Pattern for Last Row
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Figure 2-25. Character Descriptor Block

Character “A”

DW. 8608H ; $=1, T=0, Width =7, Height =9

DW 0011000B

DW 0100100B

DW 1000010B

DW 1000010B
DW 1111110B

DW 1000010B

DW 1000010B

DW 1000010B

DW 0000000B

G30304

Figure 2-26. Sample Descriptor Block
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The first word of the Character Descriptor Block also contains S and T
bits for the character. The S bit determines whether or not the Graphics
Current Position Pointer (GCPP) is updated after the character is drawn.
When S is set to the value zero, the following characteristics determine
how the GCPP is updated:

e Character rotation as defined by the Def_Char_Orient command in
Section 2.10.9

e Character width/height as specified in the Character Descriptor
Block of the character font

* Intercharacter spacing occurs

When the S bit value is one, the GCPP is not updated, which can be
useful when underlining or drawing accented characters.

The T bit, or Trap Bit, when set to 1, causes the Graphics Processor
(GP) to trap during character drawing operations. When the GP
encounters a set T bit, the Character Trap bit (GCTP) in the Status
Register (GSTAT) is set, which can trigger an interrupt or cause the
GP to enter Poll State based on the Interrupt Mask (GIMR) and/or
Poll On Exception Mask (GPOEM). For details on the GIMR and
GPOEM, refer to Section 2.3.4 “Exception Handling.”

The T bit can be used for characters that require special handling. For
example, it can trigger an interrupt to the CPU to initiate emulation of
characters that are greater than 16X 16 pixels or provide elementary
memory management to handle large character fonts that may not reside
entirely in physical memory.

Figure 2-26 shows a sample Character Descriptor Block representing the
character A. In the example, the starting GCPP is at the upper left
corner, the Trap Bit (T) is turned off and the S bit is set to 1, which
means the GCPP is not updated after the character is drawn. The width
is set to 6 and height is set to 8, which indicates the character cell size
is 7X9 pixels. The Character Descriptor Block data for each row is right
justified in the word in which it is stored (as denoted by the Define Word
notation DW). However, the character is left justified within the charac-
ter cell to provide a 1-bit column of intercharacter spacing.

The opcode B/W bit of the Def_Char_Set command selects the charac-
ter addressing mode. In Word Mode, a character string is represented
by a string of consecutive words. Each word is the displacement from
the character font base address of the pointer to the Character Descrip-
tor Block for that character. Character addressing in Word Mode is
illustrated in Figure 2-27. The Character Selector Word is doubled
(shifted left one bit) and added to the base address to locate the Charac-
ter Descriptor Block. '
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Figure 2-27. Word Mode Character

In Byte Mode, a character string is represented by a string of consecu-
tive bytes. The 82786 computes the location of the Character Descriptor
Block for a specific character while executing a Char command by shift-
ing the Character String Pointer left one bit before adding it to the font
base address. The result is an address into the offset table. The 82786
shifts the contents of the addressed word in the offset table left one bit,
then adds it to the font base address. The resulting sum yields the
starting address of the Character Descriptor Block. This establishes a
character lookup table, located at the start of the font table.
Figure 2-28 illustrates Byte Mode character addressing.
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Figure 2-28. Byte Mode Character
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2.10.11 DEF_SPACE-Define Space

Opcode 4DH
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 4DH Reserved GECL
Intercharacter‘ Spacing
Description The Def_Space command sets the intercharacter spacing, in pixels, which

subsequent Char commands require. Def_Space also defines' GCPP
positioning along the X-axis for all bit block transfer (bitblt) operations
initiated by a BitBIt, BitBlt_M, or BitBlt_E command. For example,
with initial GCPP coordinates (x,y), the new GCPP location after
executing a bitblt command becomes (x + dx + space, y). No default
spacing exists. Following RESET (see Section 2.3.3 “RESET and
Initialization™), spacing is undefined. Spacing set by this command
remains active until changed by another Def_Space command. ‘

The intercharacter spacing is always in the direction of the character
path defined by the Def_Char_Orient command, described in
Section 2.10.9. The intercharacter spacing parameter is a two’s comple-
ment number and can be negative, which may be used by italic fonts and
other kerning applications. Reserved bits should be programmed to zero.
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2.10.12 DEF_CLIP_RECT-Define Clipping Rectangle

Opcode 46H
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 46H Reserved GECL

Xxmin
ymin
Xmax
ymax

Description The Def_Clip_Rect command defines the current clipping rectangle for

the active bitmap against which all subsequent drawing commands are
clipped. Reserved bits should be programmed to zero. The xmin, ymin,
xmax, and ymax parameters cannot be negative numbers, and must lie
within a defined bitmap. A drawing operation updates only those pixels
that fall on or within the clipping rectangle that lies within a defined
bitmap. If xmax < xmin, or ymax << ymin, no updates of the bitmap are
possible.

After a Def_Bitmap command, the default clipping rectangle is the entire
bitmap. The Def_Clip_Rect command sets the clipping rectangle to the
unique rectangle spanning the two corners (xmin, ymin) and (xmax,
ymax) as shown in Figure 2-29. The four parameters are two’s comple-
ment numbers, which must be entered as positive numbers.
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Figure 2-29. Define Clipping Rectangle
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2.10.13 DEF_COLORS-Define Colors

Opcode 3DH
Format
15 14 13 12 11 10 8 7 4 0
Opcode 3DH Reserved GECL
Foreground Color
Background Color
Description The Def_Colors command sets the active foreground and background

colors for subsequent drawing operations. Reserved bits should be
programmed to zero. Only two colors are active at a time and the two
colors remain the same until changed by another Def_Colors command.

The term color refers to the pixel value, which can be 1, 2, 4 or 8 bits
wide, depending on the bits per pixel (bpp) defined for the current bitmap.
When setting a particular color, the color value must be extended
(repeated) across the entire word parameter. For example, in a 4 bpp
bitmap, if the required color is 0111, the associated parameter must be
set to 0111011101110111.
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2.10.14 DEF_LOGICAL_OP-Define Logical Operation

Opcode 41H
Format
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 41H Reserved GECL
Color Bit Mask
FCode
- Description The Def_Logical_Op command defines the logical operation performed

to modify the value of a pixel during any drawing command. Reserved
bits should be programmed to zero. Logical operations can combine
existing pixel information in a bitmap with new pixel information gener- -
ated as a result of a bitblt or other drawing operation, such as a bitbit
operation which displays only the overlapping regions of two shapes. This
example logically combines the contents of two separate bitmap locations
to produce new bitmap patterns. When defined, the Def_Logical_Op
command applies to all subsequent pixel update operations (line, arc,
character, bitblt, etc.) Sixteen binary functions are permitted between
the source and destination as shown in Table 2-8.

Table 2-8. Logical Operations

Function : ' Fcode (Hex)
0 0000
source AND destination 0001
CMP (source) AND destination 0002
Destination 0003
source AND CMP (destination) 0004
source 0005
source XOR destination 0006
source OR destination 0007
CMP (source) AND CMP (destination) 0008
CMP (source) XOR destination 0009
CMP (source) 000A
CMP (source) OR destination 0ooB
CMP (destination) 000C
source OR CMP (destination) 000D
CMP (source) OR CMP (destination) 000E
1 ) 000F
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The Fcode is the truth table of the associated two variable functions.
The truth table of the function with the FCode ABCD is diagramed as
follows:

Source

Destination 0 1
0 A B

1 C D

The following example shows the CMP of source function (FCode =
1010), which replaces the destination with the complement of the source.
The truth table shows that if the source equals zero, the destination does
not care, the result always will be one. It also shows that if the source is
one, the destination does not care, the result always will be zero.

. Source
Destination 0 1
(o} 1 0

1 ) 1 0

The Color Bit Mask parameter in the Def_Logical Op command
preserves the concept of bit planes and their classical roles, while storing
pixels in a sequential manner to mask off subsets of the bitmap to all
drawing operations such that these subsets of color bit masks represent
different information.

The color bit mask has the same number of bits as the bpp of the current
bitmap. However, the mask must be extended (repeated) over the entire
parameter word. For example, in a 2 bbp bitmap, if the desired pixel
mask is 01, then the mask parameter must be 0101010101010101. In
the example, a zero (0) in the mask indicates the corresponding color bit
is masked and will not be modified during any drawing operation. A one
(1) in the mask indicates the corresponding pixel bit may be updated.

The FCode parameter selects the logical function that determines how
to assign color values when updating a pixel. Table 2-8 lists the FCode
values and corresponding logical functions. Each function is a bit-by-bit
logical combination of pixel values. Destination is the current color value
of the pixel being updated, which means the existing value of the desti-
nation pixel may determine the new color for the pixel.

2-53



GRAPHICS PROCESSOR OVERVIEW

The source value is interpreted according to the type of drawing command
performed. For geometric drawing commands, the source value is deter-
mined by the current texture, foreground color, and background color
(see Def_Colors in Section 2.10.13 and Def_Texture in Section 2.10.15).
For character drawing commands, the source is determined by the active
character font foreground color and background color. For bitbits, the
source is the value of the corresponding pixel in the source rectangle.
For transparent textures and transparent character strings, pixels corre-
sponding to zeros in the source pattern are not overwritten irrespective
of the FCode. '
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2.10.15 DEF_TEXTURE—-Define Texture

Opcode 06H - Opaque
07H - Transparent
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 06H/07H T/O Reserved GECL
Pattern
Description The Def_Texture command sets the active texture for subsequent

geometric drawing commands. The 16-bit pattern parameter specifies
the texture. Each bit in the pattern corresponds to a pixel, which allows
the command to specify a pattern of 16 pixels. Reserved bits should be
programmed to zero.

The texture is defined as either opaque or transparent depending on the
T/O bit in the opcode. In Transparent Mode, T/O equals one (1). In
Transparent Mode, a one in the pattern indicates the corresponding bit
should be updated using the foreground color as the source; a zero in the
pattern indicates the corresponding bit should not be overwritten. In
Opaque Mode, the T/O bit equals zero. In Opaque Mode, a value of one
in the pattern signifies that the corresponding pixel is to be written in
the foreground color; a zero indicates the corresponding pixel is to be
written in the background color.

When a geometric drawing command initializes the pattern, the first

pixel drawn corresponds to the most significant bit (MSb) of the defined
pattern.
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2.10.16 DUMP_REG—Dump Register

Opcode 29H
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 29H Reserved GECL
Dump Address (Lower)
Reserved Dump Address (Upper)
Reserved Register Identification
The Dump_Reg command writes the contents of a Graphics Processor

Description

(GP) Control or Context Register to the Dump Address specified in the
command. To remain compatible with future hardware, access only the
registers in Table 2-9. The registers in Table 2-10 should be saved and
restored only when switching between multiple tasks that share the GP.
The Dump Address must be specified as an even byte address. Reserved
bits should be programmed to zero.

A register with a value using 16 bits or less stores its value in a 16-bit
word. If the value requires less than 16 bits, the value is stored right
justified with the upper unused reserved bits zeroed. If a register has a
value requiring more than 16 bits, two consecutive 16-bit words are used.
The first word contains the least significant 16 bits. The second word
contains the remaining significant bits, which are right justified with the
unused, reserved upper bits of the word zeroed. For example, the Stack
Pointer (GSP) is stored in two consecutive words. The first word holds
the lower address, the least significant 16 bits. The second word holds
the higher address; the remaining most significant 6 bits, which are right
justified with the upper unused 10 reserved bits zeroed.

Table 2-9. Control Registers

Register ID

Register Name

(Number of Bits)

Register Function

GPOEM
GIMR
GSP
GCNT

0003 (6)
0004 (8)
010C (22)
0015 (16)

Poll Mask
Interrupt Mask
Stack Pointer
Character Count
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Table 2-10. Context Registers

Register Name Register ID Number
REG 5 0007 *2,2)
REG 6 010B 21
REG 7 010D 21
REG 8 010F 21
REG 9 0010 16
REG 10 0011 16 -
REG 11 0012 16
REG 12 0013 16
REG 13 0016 16
REG 14 001C 4
REG 16 0090 16
REG 17 0091 16
REG 18 0096 16
REG 19 0097 16
REG 20 0099 16
REG 21 009B 16
REG 22 009C 16

* These bits are right justified in each byte of the word in which they are stored. Two bits are stored in bits
0 and 1 and two bits are stored in 8 and 9; the remaining upper bits in each byte are zeroed.
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2.10.17 EBITBLT—Expand Ibpp Source to Currently Defined Bpp

Command Opcode
BITBLT_EO D400H
BITBLT_ET D500H
BITBLT_ERO D600H
BITBLT_ERT D700H

Format

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode R | T/O Reserved GECL

Source Bitmap Origin Address Lower

Source Bitmap Origin Address Upper

XMAX (Source Bitmap Width - 1)

YMAX (Source Bitmap Height - 1)

Source Rectangle X Coordinate

Source Rectangle Y Coordinate

DX (Rectangle Width - 1)

DY (Rectangle Height - 1)

Description Source Rectangle is monochrome and the bpp of Destination Rectangle
is same as the last defined in DEF_BITMAP.

COLOR USED IN RASTEROP

R T/0 SRC PIXEL = 0 SRC PIXEL = 1
0 0 Background Foreground
1 0 Foreground Background
0 1 Transparent Foreground
1 1 Foreground Transparent
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If destination rectangle crosses clip rectangle boundaries, only the
portions of the destination rectangle lying within the window are drawn
but GBCOV is set. If source rectangle crosses source bitmap boundaries
then results are undefined. GBCOYV is not necessarily set. Source Bitmap
Origin address is even byte. Source Bitmap width needs to correspond
to a positive 16-bit word multiple. Allowable values of xmax are 0, 15,
31, ..., 32767. Dx = (width — 1) and dy = (height — 1) of rectangle
before clipping. Results are defined only if source rectangle is enclosed
within the source window.

GPSC is set if any pixels in destination rectangle lie within the clip
rectangle (whether or not they are transparent). GBCOYV is set and no
bitmap accesses are made if the destination rectangle lies completely
outside the clip rectangle. New GCPP = (xc + dx + space, yc) where
(xc, yc) = old GCPP (regardless whether clipping occurred or whether
in PICK mode).
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2.10.18 ENTER_PICK-Enter PICK Mode

Opcode 44H

Format

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 44H Reserved GECL

Description The Enter_Pick command puts the Graphics Processor (GP) in PICK

Mode (see Section 2.6.5). All GP commands execute normally, except
pixels are not updated in the bitmap. Instead, the x and y coordinates
that are generated are compared to the active clipping rectangle. If a
command is executed that would normally update a pixel in the clipping
rectangle, the GP sets the Pick Successful Flag (GPSC) in the Status
Register (GSTAT). Reserved bits should be programmed to zero.

In PICK Mode, neither Bitmap Overflow Flag (GBCOV or GBMOYV)
in GSTAT is updated by any command. The Exit_Pick command,
described in Section 2.10.18, returns the GP to normal operation. For
details on GSTAT, refer to Section 2.2.1.1 “Graphics Processor Status
Register (GSTAT).”
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2.10.19 EXIT_PICK-Exit PICK Mode

Opcode 45H

Format

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 45H ‘ Reserved GECL

Description The Exit_Pick command exits Pick Mode and returns the Graphics

Processor (GP) to normal operation. See the Enter_Pick command in
Section 2.10.17 and Section 2.6.5 for details on PICK Mode. Reserved
bits should be programmed to zero.
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2.10.20 HALT-Stops Command Execution
Opcode  xxO1H

Format

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode of Other Command xx01H Reserved 1

Description The Halt command stops command execution and forces the Graphics
Processor (GP) to enter Poll State. The Halt command can be used with
another command specifying a valid opcode, such as Nop, to halt GP
command execution. Whatever valid opcode is specified, the command
is not executed. Reserved bits should be programmed to zero. For details
on Poll State, refer to Section 2.3.2 “Poll State.”
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2.10.21 INCR_POINT-Draw Series of Incremental Points

Opcode B4H
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode B4H Reserved GECL
Array Base Address (Lower)
Reserved Array Base Address (Upper)
Number of Points
Description The Incr_Point command draws a series of incremental points into the

active bitmap. This command can efficiently draw complex figures.
Incremental points are pixels that are adjacent to each other, so the drawn
figure resembles a continuous line drawing. The drawing starts at the
point indicated by the Graphics Current Position Pointer (GCPP) and
continues from point to point in a specified order. When the command
completes execution, the GCPP is positioned at the last point specified.
If drawing is in transparent mode, the texture must be solid.

Descriptors for incremental points are passed to the Graphics Processor
(GP) in an array. The largest allowable single array is 32K points. The
command parameters specify the base address of the array. Reserved
bits should be programmed to zero. The value n is the number of
descriptors; n points are drawn. Because the points are adjacent, only
nine possible choices exist for each successive point. Each Incremental
Point Descriptor is 4 bits wide. Figure 2-30 shows the array format.

inc1

incs

incn

incn—1

incn—2

G30304

Figure 2-30. Incr_Point Descriptor Array
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Drawing starts at the GCPP and continues from point to point as deter-
mined by the array. Each 4-bit Descriptor describes the next point to be
drawn as shown in Figure 2-31 and Table 2-12. The two high order bits
of the nibble select an increment in the x direction. The two low order
bits select an increment in the y direction. Table 2-11 illustrates the
encoding. '

If any specified point lies outside the clipping rectangle (see Section
2.6.4), the Bitmap Overflow Flag (GBMOYV) in the Status Register
(GSTAT) is set and the point is not drawn. The net result is a clipped
figure. The current color, texture, and logical operation are observed.

In PICK Mode (see Section 2.6.5), all pixels (foreground and
background) are computed and checked against the clipping rectangle.
The bit pattern in memory remains unchanged. If any pixel lies within
the clipping rectangle, PICK Mode terminates and the Pick Successful
flag (GPSC) in GSTAT is set. For details on GSTAT, refer to Section
2.2.1.1 “Graphics Processor Status Register (GSTAT).”

270° = 2H

225° = AH 315° = 6H

180° = 8H [ ) 0° = 4H

135° = 9H 45° = 5H

90° = 1H

G30304

Figure 2-31. Array Values for Incr_Point

Table 2-11. Increment Point Codes

Code Increment
00 0
01 +1
10 -1
11 illegal
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Table 2-12. Incr_Point Command Array Values

(I.':’i;:c:;i::) x inc y inc Code Value

0 +1 0 0100 4H

45 +1 +1 0101 © 5H

90 0 +1 0001 1H

135 -1 +1 1001 OH
180 -1 0 1000 8H
225 —1 -1 1010 AH
270 0 -1 0010 2H
315 +1 -1 0110 6H
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2.10.22 INTR_GEN-Generate Interrupt

Opcode OEH
Format
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode OEH Reserved GECL
Description The Intr_Gen command can cause the Graphics Processor (GP) to issue

an interrupt. The Generate Interrupt Flag (GINT) in the Status Regis-
ter (GSTAT) is set during execution of this command. Setting the GINT
bit can cause an interrupt depending upon the current Interrupt Mask
defined in the Graphics Processor Interrupt Mask Control Register
(GIMR).

With GSTAT indicating the cause of an interrupt and the BIU Control
Register acknowledging the interrupt, both these registers must be read
to clear an interrupt.

When using this command, program the reserved bits to zero. For more

detail, see Section 2.2.2 “Graphics Processor (GP) Control Registers”
and Section 2.3.4 “Exception Handling.”
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2.10.23 LINE-Draw Line

Opcode 54H - draw endpoint
55H - do not draw endpoint
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 54H/55H Reserved GECL
dx
dy
Description The Line command draws a line between the Graphics Current Position

Pointer (GCPP) and the specified endpoint. The endpoint is specified as
a point relative to the GCPP. If the GCPP is defined as (X, y), the new
position of the GCPP after this command executes is (x + dx, y + dy).
If dx = dy = 0, a point will be drawn at the GCPP only. Reserved bits
should be programmed to zero.

For both opcodes, the new GCPP will be at the specified endpoint. The
difference between the two is that opcode 54H draws the endpoint while
opcode 55H does not draw the endpoint.

The line drawn by this command has the current active texture, color,
and logical operation. The pattern is initialized at the beginning of the
line (see Figure 2-32); the first pixel drawn corresponds to the most
significant bit of the pattern parameter in the Def Texture command
described in Section 2.10.15.

If any point of the line lies outside the clipping rectangle (see Section
2.6.4), the Bitmap Overflow Flag (GBMOYV) in the Status Register
(GSTAT) is set and the line is clipped.

In PICK Mode (see Section 2.6.5), all pixels (foreground and
background) are computed and checked against the clipping rectangle.
The bit pattern in memory remains unchanged. If any pixel lies within
the clipping rectangle, PICK Mode terminates and the Pick Successful
Flag (GPSC) in GSTAT is set.
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(0,0)

GCPP
(X,Y)

NEW GCPP
(DX,DY)

G30304

Figure 2-32. Draw Line
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2.10.24 LINK-Link Next Command
Opcode 02H

Format

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 02H Reserved GECL

Link Address (Lower)

Reserved Link Address (Upper)

Description The Link command loads the Graphics Processor Instruction Pointer
(GCIP) with the specified Link address. No drawing operation is
performed. This command is used to branch to subsequent Graphics
Command Blocks (GCMBs). The Link Address must be a word (even
byte) address. Reserved bits should be programmed to zero. For details
on the GCIP, refer to Section 2.2.1.2.
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2.10.25 LOAD_REG-Load Register

Opcode 34H

Format

15 14 13 12 11 10

Opcode 34H Reserved GECL
Load Address (Lower)
Reserved Load Address (Upper)
Reserved Register Identification
Description The Load_Reg command reads the contents of a specified memory

location into a Graphics Processor (GP) Control or Context Register
(See Sections 2.2.2 and 2.2.3). The load address must be a word (even
byte) address. Reserved bits should be programmed to zero.

Use Load_Reg to load the Stack Pointer (GSP), which is stored in two
consecutive words. The lower address holds the least significant 16 bits
and the upper address holds the most significant 6 bits which are right
justified; the remaining reserved 10 bits must be zeroed.
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2.10.26 NOP—No operation

Opcode 03H

Format

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 03H Reserved GECL

Description The Nop command does not perform any operation. It exists for

programming convenience only. After executing the Nop command, the
Graphics Processor (GP) proceeds to the next command. The Nop
command with the GECL bit set to one is the same as using the Halt
command with a valid opcode to stop GP command execution. In both
cases, the command is not executed, GP command processing ceases,
and the GP enters Poll State. Reserved bits should be programmed
to zero. ,
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2.10.27 POINT-Draw Point

Opcode 53H
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 53H Reserved . GECL
dx
dy
Description The Point command draws a point at a position relative to the Graphics

Current Position Pointer (GCPP). The offsets dx and dy are specified in
two’s complement form and can be negative. Reserved bits should be
programmed to zero. With the GCPP defined as (xc, yc), the new GCPP
position following command execution is (xc + dx, yc + dy). The new
point uses the currently defined color and logical operation. The point is
always drawn in the foreground color.

If the new GCPP lies outside the clipping rectangle (see Section 2.6.4),
the point is not drawn and the Bitmap Overflow Flag (GBMOV) in the
Status Register (GSTAT) is set. The GCPP moves to the new pos1t10n
as shown in Figure 2-33.

In PICK Mode (see Section 2.6.5), the pixel is computed and checked
against the clipping rectangle. The bit pattern in memory remains
unchanged. If any pixel lies within the clipping rectangle, PICK Mode
terminates and the Pick Successful Flag (GPSC) in GSTAT is set.
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(0,0) X

GCPP

NEW GCPP
(DX,DY)
°

\/

G30304

Figure 2-33. Draw Point
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2.10.28 POLYGON-Draw Polygon
Opcode 73H

Format

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 73H Reserved GECL

Array Base Address (Lower)

Reserved Array Base Address (Upper)

Number of Lines

Description The Polygon command draws a line from the Graphics Current Position
Pointer (GCPP) through a series of points specified in an array and then
back to the GCPP. The closing line from the nth point to the starting
point is drawn automatically. The number of lines actually drawn to
complete the polygon is n + 1. The GCPP remains at the initial point.
Reserved bits should be programmed to zero.

The lines are drawn in the active texture and color with the currently
defined logical operation. The pattern is initialized at the beginning of
the first line; the first pixel drawn corresponds to the most significant bit
of the pattern parameter in the Def Texture command, described in
Section 2.10.15. The pattern is not initialized for subsequent lines, but
continues from one line to the next. The vertices are drawn only once as
shown in Figure 2-34.

Information for the vertices is contained in an. array, shown in
Figure 2-35. The array size should be 2 * N words.

The sides of the polygon proceeds from the Graphics Current Position

Pointer (GCPP) and continues to each coordinate in the order specified.

If any portion of the line lies outside the clipping rectangle (see Section

2.6.4), the line is drawn clipped and the Bitmap Overflow Flag
- (GBMOYV) in the Status Register (GSTAT) is set.

In PICK Mode (see Section 2.6.5), all pixels (foreground and
background) are computed and checked against the clipping rectangle.
The bit pattern in memory remains unchanged. If any pixel lies within
the clipping rectangle, PICK Mode terminates and the Pick Successful
Flag (GPSC) in GSTAT is set.
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(0,0) X o
(x+dx1, y+dy1)
LINE 1 (x+dx1+dx2, y-+dy1+dy2)
(x,y)
(x+dx1+dx2+dx3, y+dy1+dy2+dy3)
LINE
DRAWN
BY GP
Y
Y (x+dx1+dx2+dx3+dx4, y-+dy1+,dy2-+dy3, +dyd)
G30304
Figure 2-34. Draw Polygon
15 14 13 12 11 10 ] 8 7 6 5 4 3 2 1
dx1
dy1
dxn
dyn
G30304

Figure 2-35. Polygon Vertices Array Information
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2.10.29 POLYLINE-Draw Polyline

Opcode 74H
Format
15 14 13 12 11 10 9 8 7 6 5 4 3 0
Opcode 74H Reserved GECL
Array Base Address (Lower)
Reserved Array Base Address (Upper)
Number of Lines
Description The Polyline command draws a line from the Graphics Current Position

Pointer (GCPP) through a series of specified points. The lines are drawn
in the active texture, color, and logical operation. The pattern is initial-
ized at the beginning of the first line; the first pixel drawn corresponds
to the most significant bit of the pattern parameter in the Def_Texture
command, described in-Section 2.10.15. The pattern is not initialized for
subsequent lines, but continues from one line to the next. With an initial
GCPP of (x,y), the new GCPP is (x + dx1 + dx2 + ..dxn, y + dyl
+ dy2 + ..dyn) as shown in Figure 2-36. Reserved bits should be

programmed to zero.

(0,0) X

\j

GCPP (x,y)

LINE 1
(x+dx1, y+dy1)

(x+dx1+dx2+dx3+dxn, y+dy1+dy2+dy3+dyn)
(x+dx1+dx2, y+dy1+dy2)

LINE 3

ﬁ (x+dx1+dx2+dx3, y+dy1+dy2+dy3)

G30304

Figure 2-36. Draw Polyline
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Information for vertices is contained in an array as shown in
Figure 2-37. The size of the array should be 2 * N words.

The polyline proceeds from the GCPP and continues to each coordinate
in the order specified. Vertices are not drawn twice. If any portion of the
line lies outside the clipping rectangle (see Section 2.6.4), the line is
drawn clipped and the Bitmap Overflow Flag (GBMOV) in the Status
Register (GSTAT) is set.

In PICK Mode (see Section 2.6.5), all pixels (foreground and
background) are computed and checked against the clipping rectangle.
The bit pattern in memory remains unchanged. If any pixel lies within
the clipping rectangle, PICK Mode terminates and the Pick Successful
Flag (GPSC) in GSTAT is set.

G30304

Figure 2-37. Polyline Vertices Array
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2.10.30 RECT—D;aw Rectangle

Opcode 58H
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 58H Reserved GECL
dx
dy

Description

The Rect command draws a rectangle starting at the Graphics Current
Position Pointer (GCPP). Reserved bits should be programmed to zero.
The height and width are specified as displacements from the current
GCPP and can be negative. Drawing proceeds from the GCPP in the
x-direction to the dx value specified. With the GCPP defined as
(x,y), the new position of the GCPP after this command executes is
(x + dx, y). The new GCPP is at a new x coordinate, but the same y
coordinate as shown in Figure 2-38. If dx = dy = 0, one point will be
drawn at the GCPP.

The line drawn by this command uses the current active texture, color,
and logical operation defined in Def_Logical Op. The pattern is not
initialized for every line in the rectangle but continues from one line to
the next adjoining one.

If any point of the line lies outside the clipping rectangle (see Section
2.6.4), the Bitmap Overflow Flag (GBMOYV) in the Status Register
(GSTAT) is set and the line is clipped.

In PICK Mode (see Section 2.6.5), all pixels (foreground and
background) are computed and checked against the clipping rectangle.
The bit pattern in memory remains unchanged. If any pixel lies within
the clipping rectangle, PICK Mode terminates and the Pick Successful
Flag (GPSC) in GSTAT is set.
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(0,0) X
INITIAL GCPP
(XC,YC) NEW GCPP
DX
DY
Y
Y
G30304
Figure 2-38. Draw Rectangle
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2.10.31 REL_MOV—Relative Move

Opcode 52H
Format
“15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 52H Reserved GECL
dx
dy
Description The Rel_Mov command moves the Graphics Current Position Pointer

(GCPP) to a location relative to its current position. Reserved bits should
be programmed to zero. The offsets dx and dy are specified in two’s
complement form and can be negative. With the GCPP defined as
(x, y), the new position after this command executes is (x + dx, y + dy)
as shown in Figure 2-39.

The Bitmap Overflow Flags (GBMOV and GBCOV) and the Pick
Successful Flag (GPSC) are not set as a result of this command.

(0,0) X o
GCPP
(10,10)
NEW GCPP
DX = 15 (25,25)
DY = 15 )
Y
Y

G30304

Figure 2-39. Relative Move
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2.10.32 RETURN-Return from Subroutine

Opcode 17H
Format
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode 17H Reserved GECL
Description The Return command returns command execution from a subroutine to

the calling program. Reserved bits should be programmed to zero. See
the Call command in Section 2.10.5 for a description of initiating
subroutine calls.

When the Graphics Processor (GP) receives a Return command, the GP
pops the return address off the stack and transfers it to the Instruction
Pointer (GCIP). The Stack Pointer (GSP) is incremented by four.
Command execution proceeds with the command addressed by the GCIP,
which is the command immediately following the Call command that
initiated the subroutine.

2-81



intal

GRAPHICS PROCESSOR OVERVIEW

2.10.33 SCAN_LINES-Draw Series of Horizontal Lines

Opcode BAH
Format
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
Opcode BAH Reserved GECL
Array Base Address (Lower)
Reserved Array Base Address (Upper)
Number of Lines
Description The Scan_Lines command draws a set of horizontal lines within the

specified parameters. This command can fill an area or draw a set of
horizontal lines with a defined line pattern.

The lines are drawn with the currently defined logical operation, color,
and texture. The pattern is adjusted so that a series of horizontal lines,
starting at different x coordinates, appear with their patterns aligned.
The texture is aligned to the beginning of the bitmap. Information for
the horizontal lines exists in an array as shown in Figure 2-40. The size
of the array should be 3 * N words.

dy1

deltax1

dxn

dxy

deltaxn

G30304

Figure 2-40. Scan_Lines Horizontal Line Array

2-82



GRAPHICS PROCESSOR OVERVIEW

Reserved bits should be programmed to zero. The arguments dx1 and
dyl specify the relative displacement of the starting point with respect
to the Graphics Current Position Pointer (GCPP). The arguments dx
and dy move the GCPP to the starting position of the next line. Deltax1
specifies the width of the horizontal line, which can be negative. Deltax
has no effect on the next coordinate.

If any portion of the lines lies outside the clipping rectangle, the lines
are drawn clipped and the Bitmap Overflow Flag (GBMOYV) in the
Status Register (GSTAT) is set.

In PICK Mode (see Section 2.6.5), all pixels (foreground and
background) are computed and checked against the clipping rectangle.
The bit pattern in memory remains unchanged. If any pixel lies within
the clipping rectangle, PICK Mode terminates and the Pick Successful
Flag (GPSC) in GSTAT is set.

With an initial GCPP of (x, y), after drawing the first line the new GCPP

is (x + dx1,y + dyl). When the command completes drawing, the new
GCPP is (x + dx1 + dx2 + ..dxn,y + dyl + dy2 + ...dyn).
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CHAPTER 3
DISPLAY PROCESSOR OVERVIEW

The Display Processor (DP) is an independent processor within the 82786. The DP is optim-
ized to control the display of video data on a CRT screen, but it also supports other displays.
The DP generates Horizontal Synchronization (HSync) and Vertical Synchronization
(VSync) timing and Blanking signals, and controls the 8 Video Data (VDATA) output pins.
The DP also fetches and loads parameters stored previously in memory.

3.1 DISPLAY PROCESSOR OPERATION

The Display Processor (DP) performs the following functions in generating the display
contents for output:

Generates control and Video Data (VDATA) signals to the display hardware.
»  Provides a pointing symbol (cursor).

e Retrieves memory contents of selected bitmaps and outputs corresponding pixels into
windows on the display screen. '

» Using pixel replication, the DP permits selected portions of bitmaps to be magnified
(zooming) horizontally or vertically on the display.

e Loads the shift registers of dual port video random access memories (VRAMs).

Programming the 82786 on-chip Display Control Registers controls the Display Processor.
In this way, the application or system software dynamically alters the display content without
unacceptable display blinking (flickering) occurring.

The DP uses the memory-mapped DP Internal Registers and register commands to load the
Display Control Registers with parameters that have been set up in memory by the CPU.
The CPU can update these parameters at any time during screen refresh. The DP automat-
ically synchronizes loading with Vertical Blanking (VBlank). For details on the DP register
commands, see Section 3.6. For Display Control Registers, see Section 3.3.2. For the Inter-
nal Registers, see Section 3.3.1.

3.1.1 Bitmap Organization

The Display Processor (DP) is optimized to display data in sequential bitmap form. Usually,
the Graphics Processor (GP) writes the bitmap in memory, but the host CPU also can be
used. The DP can display 1, 2, 4, or 8 bits per pixel (bpp). Bits for each pixel are stored
sequentially in bitmap form. The first left-hand pixel to be displayed occupies the most
significant bit (MSb) of a word in memory; subsequent pixels occupy sequentially lower bits
in the word. The number of pixels per word varies based on the bpp (see Section 3.2 “Video
Interface”). Word addresses, moving left across the screen and from the top downward,
occupy ascending word address locations within the bitmap.
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3.1.2 IBM PC Bitmap Format Support

In addition to the 82786 native bitmap format, the Display Processor (DP) supports the
swapped byte IBM Personal Computer (PC), Color Graphics Adapter (CGA) and PClJr
bitmap formats. Differing from the 82786 format, the IBM PC format positions the least
significant byte of a word to the left of the most significant byte on the screen; whereas, the
82786 format positions the least significant byte to the right of the most significant byte as
shown in Figure 3-1.

The DP also supports the 2-bank CGA (see Figure 3-2) and 4-bank PClJr (see Figure 3-3)
bitmap formats used by the IBM PC CGA and PCJr systems. This enables bitmaps created
by an IBM Personal Computer, PCJr, or compatible system to be upward compatible with
82786 displays. The IBM PC format bitmaps are displayed either as the whole screen or as
windows on a screen with 82786 created bitmaps. The IBM PC bitmaps can be zoomed, or
used with interlaced or accelerated displays. The 2-bank CGA and 4-bank PCJr modes are
not supported in interlace mode.

Figure 3-2 illustrates a 2 bank, swapped byte memory bitmap for a CGA 4-color medium
resolution display 80X200.

Figure 3-3 illustrates a swapped byte, 4 bank memory bitmap for the PCJr with a 16-color
medium resolution (4 bpp) and 4-color high resolution (2 bpp) display 160X 200.

Although the DP can display bitmaps created in these formats, the Graphics Processor (GP)
always draws bitmaps in 82786 format. The vertical mapping of IBM PC format bitmaps is
restricted in that the memory start address of an IBM PC format window must be in the
first of the 2 or 4 banks. For more details, see the PC parameter in Table 3-1 “Tile Descrip-
tor Parameters” and Figure 3-6 “Strip and Tile Descriptors” in Section 3.1.3.2 “Strip
Descriptor Format.”

Pixel Number from left as displayed on screen:
0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15

82786 Bit Number

|15|14I13l12|11110|9|8[7l6|5[4|3|2|1 |0|
IBM Personal Computer Bit Number (swapped byte)

T [s <= ]z] [ols]w]w]e]v]w]s]¢]

G30304

Figure 3-1. 82786 and IBM PC Swapped Byte Bitmap Formats
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0 1 2 3 4 5 6 — 4D 4E 4F
2000 2001 2002 2003 2004 2005 2006 —— 204D  204E  204F
50 51 52 53 54 55 56 —— 9D 9E 9F
2050 2051 2052 2053 2054 2055 2056 —— 209D  209E  209F
A0 Al A2 A3 A4 A5 A6 —— ED EE EF
20A0  20A1  20A2  20A3 20A4 20A5 20A6 —— 20ED  20EE  20EF
] F1 F2 F3 F4 F5 F6 —— 13D 13E 13F
20F0  20F1  20F2  20F3  20F4 20F5 20F6 —— 213D 213E  213F
140 141 142 143 144 145 146 —— 18D 18E 18F
2140 2141 2142 2143 2144 2145 2146 —— 218D  218E  218F
1EA0  1EA1 1EA2 1EA3 1EA4 1EA5 1EA6 —— 1EED 1EEE  1EEF
3EA0  3EA1 3EA2 3EA3 3EA4 3EA5 3EA6 —— 3EED 3EEE  3EEF
1EF0 1EF1  1EF2 1EF3 1EF4 1EF5 1EF6 ——  1F3D 1F3E  1F3F
3EF0 3EF1 3EF2 3EF3 3EF4 3EF5 3EF6 ——  3F3D 3F3E  3F3F
G30304
Figure 3-2. IBM PC CGA Swapped Byte, 2 Bank Example
0 1 2 3 4 5 6 — 9D 9E 9F
2000 2001 2002 2003 2004 2005 2006 —— 209D 209E  209F
4000 4001 4002 4003 4004 4005 4006 —— 409D  409E  409F
6000 6001 6002 6003 6004 6005 6006 —— 609D 609E  609F
A0 Al A2 A3 A4 A5 A6 —— 13D 13E 13F
20A0  20A1  20A2  20A3 . 20A4 20A5 20A6 —— 213D 213E  213F
40A0  40A1  40A2  40A3 40A4 40A5 40A6 —— 413D 413E  413F
60A0  60A1  60A2 60A3 60A4 60A5 60A6 —— 613D 613E  613F
1EA0  1EA1 1EA2 1EA3 1EA4 1EA5 1EA6 ——  1F3D 1F3E  1F3F
3EA0  3EA1 3EA2 - 3EA3 3EA4 3EA5 3EA6 —— 3F3D 3F3E  3F3F
5EA0 5EA1 5EA2 5EA3 5EA4 5EA5 5EA6 ——  5F3D  5F3E  5F3F
7EA0  7EA1 7EA2 7EA3 7EA4 7EA5 7EA6 —— 7F3D  7F3E  7F3F
G30304

Figure 3-3. Swapped Byte, 4 Bank IBM PCJr Example
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3.1.3 Window Display Format

Windows can be displayed on the screen in flexible formats. Windows are divided into
segments called tiles. The portion of a window on a scan line is a tile. Up to 16 tiles can be
displayed on a horizontal display line and an unlimited number of tiles can be displayed
vertically.

At video rates up to 25 MHz and with 8 bits per pixel (bpp), windows can be placed at pixel
resolution on the screen, and mapped at pixel resolution in the bitmap. A border can be
displayed on any or all sides of each tile on the inside edge of the tile. The BdrColor Register
in the Display Control Block defines the border color (see Section 3.3.2 “Display Control
Block Registers”). With color centrally defined in the Display Control Block, rather than
the Tile Descriptor (see Figure 3-6), all borders for all windows are always the same color.
The border can be turned off or on for individual tiles (see the TBLR parameter in
Table 3-1 of Section 3.1.3.2 “Strip Descriptor Format”). The border width is always one
pixel; it does not vary with the pixel resolution of Accelerated Modes, which can be 1, 2, 4,
or 8 depending on the mode (see Section 3.2.1 “CRT Controller”) and dot rate (see Section
3.2.2 “Video Rates”).

A single, programmable, background color can be displayed in areas not covered by tiles.
Use of background color minimizes system bandwidth because data is fetched for tiles only.
Significant DP bandwidth reductions can be realized for many applications, which can
increase bandwidth availability for the CPU and Graphics Processor (GP). For details on
setting the background color, refer to the F bit in Table 3-1 in Section 3.1.3.2. “Strip
Descriptor Format™ and the FldColor Register in Table 3-8 of Section 3.3.2 “Display Control
Block Registers.”

3.1.3.1 STRIP DESCRIPTORS

The screen area with its windows (which can be overlapping) is divided into strips of arbitrary
width and height as shown in Figure 3-4.

The horizontal format of tiles remains constant for an entire strip, which creates a rectan-
gular area that is easy to manage. Circular or irregular shaped windows can be created by
defining a new strip every display line as illustrated in Figure 3-5.

Strip 1 Tile 1

Strip 2 Tile 1 Tile 2 Tile 3

Strip 3 Tile 1 Tile 2 Tile 3 Tile 4
Strip 4 Tile 1 Tile 2 Tile 3

G30304

Figure 3-4. Screen Composition with Strips and Tiles
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STRIP 1
STRIP 2
STRIP 3
STRIP 4
STRIP 5
STRIP 6
STRIP 7
STRIP 8
STRIP 9
STRIP 10
STRIP 11
STRIP 12

STRIP 13
STRIP 14 ROUND WINDOW USING ONLY THRITY STRIPS:
STRIP 15 USE OF 200 OR MORE STRIPS WOULD

STRIP 16 SIGNIFICANTLY REDUCE ‘““JAGGIES.”
STRIP 17
STRIP 18
STRIP 19
STRIP 20
STRIP 21
STRIP 22
STRIP 23
STRIP 24
STRIP 25
STRIP 26
STRIP 27
STRIP 28
STRIP 29
STRIP 30

G30304

Figure 3-5. Irregular Shaped Window

The CPU creates memory-resident Strip and Tile Descriptors defining the number of tiles
in each strip, the memory start address, fetch count, and bpp. The CPU updates these
memory-resident Strip Descriptors only when the window arrangement on the screen changes.
For details, see Section 3.1.3.2 “Strip Descriptor Format.”

Before each strip is displayed, the Display Processor (DP) reads the Strip Descriptor for the
strip and stores the information in its internal memory. The DP uses this information to do
all subsequent calculations required to display the strip.

3.1.3.2 STRIP DESCRIPTOR FORMAT

The CPU sets up the Strip Descriptors in memory for the Display Processor (DP). A Strip
Descriptor exists for each strip of window tiles to describe the tiles within the strip. Each
Strip Descriptor consists of a Header followed by one or more Tile Descriptors. The infor-
mation is ordered left to right as the tiles appear on the display screen. The Strip Descriptor
for a particular strip and all associated Tile Descriptors must be contiguous in memory. A
linked list of Strip Descriptors can be created by writing the address of the subsequent Strip
Descriptor in the Link to Next Strip Descriptor parameter in the header (see Figure 3-6) of
each Strip Descriptor in a series of Strip Descriptors. The addresses must link Strip Descrip-
tor strips together from top.to bottom to reflect the order in which the strips appear on the
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5 14 13 12 11,10 9 8 7 6 5 4 3 2 1 0
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Figure 3-6. Strip and Tile Descriptors

display screen. The Strip Descriptor for the first strip is accessed during the Vertical Blank-
ing (VBlank) Interval by using the address specified in the Descriptor Address Pointer
Registers (see Table 3-8 in Section 3.3.2 “Display Control Block Registers”). Using the
Link to Next Strip Descriptor parameter in the Header of the first Strip Descriptor, the DP
accesses subsequent Strip Descriptors for the frame after completing the display data fetch
for the last line of the previous strip.

You must define in the strip descriptors no more scan lines than will actually be displayed.
For VRAM systems, the first strip must be at least two scan lines (see section 3.2.5).

The C bit, the most significant bit in the Number of Tiles in Strip parameter in the header
also can indicate the default background color when the display area is greater than the
number of defined Strip Descriptors as shown in Figure 3-7. For example, if two strips are
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defined, but do not fill the display area, set the C bit in the Number of Tiles in Strip param-
eter of the second strip to one (1) and the DP automatically displays the background color
defined in the FldColor Register for the remaining display area (see Table 3-8 in Section
3.3.2 “Display Control Block Registers”).

After the first Strip Descriptor is read, subsequent Strip Descriptors are read into the Display
Processor (DP) as a single block read after fetching the last display data of the last line of
the current strip. The worst case scenario occurs during the Horizontal Blanking (HBlank)
time. With the use of interleaved Fast Page Mode DRAMSs, the maximum data transfer rate
is 50 ns per word. A maximum length Strip Descriptor containing a 4-word header and 16
6-word Tile Descriptors contains 100 words of data. To read the data, 50 cycles, or 5 uS at
10 MHz are required, excluding the few cycles of overhead to get onto the bus. Most CRTs
have HBlank times well in excess of 5 uS, but a few may have problems reading in all 16
Strip Descriptors. In such systems, the 82786 may be restricted to using a lower number of
windows horizontally across the screen.

If the Strip Descriptor list defines a window that extends beyond the active display area, the
Display Processor (DP) displays only the upper left-hand portion of the window and truncates
the remaining window. If the Strip Descriptor defines the display portion(s) to be smaller
than the active display area and the C bit in the Tile Descriptor Number of Tiles in Strip
parameter (see Table 3-1) is set, the remaining active display area is padded with the
background color defined in the FldColor Register (see Table 3-8 in Section 3.3.2 “Display
Control Block™).

The Strip Descriptor header is followed by a Tile Descriptor for each tile the window contains.
Table 3-1 outlines the parameters in each Tile Descriptor.

NOTE
The first tile of any scan line must be greater than 1 pixel.

Table 3-1. Tile Descriptor Parameters

~Bitmap Width The 16-bit width of the bitmap value defines the bitmap width in bytes.
It must be even because the Display Processor and Graphics Proces-
sor use 16-bit word addresses. The bitmap width is added to the
memory address for each scan line in the window (the Horizontal
Synchronization (HSync) period within the strip) to get the starting
address of the next display line (if y-zoom is inactive or has already
been calculated). For interlaced displays, the Memory Address is incre-
mented by twice the bitmap width.

Memory Start Address The 22-bit memory address contains the address of the first word of
bitmap data for the window tile. This is an even byte address, which is
always the first word in the top left corner of the bitmap.

Bpp The 4-bit Bpp in bits 11:8 defines the number of bits per pixel in the
current window tile. The Bpp can be programmed to 1, 2, 4, or 8 when
DRAMs are used at 25 MHz. With VRAMs, the Bpp must be set to zero
for the first Tile Descriptor. If Field bit is set to one; these bits are used
with the StartBit and StopBit parameters to denote the (number of pixels
—1) of background color to display. Program this 12-bit field to number
of pixels —1.
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Table 3-1. Tile Descriptor Parameters (Cont’d.)

StartBit

The 4-bit StartBit in bits 7:4 defines the bit position in the first memory
word that corresponds to the first bit of the first pixel in the tile. The
StartBit gives bit resolution to the Memory Start Address and pixel
resolution to the start of the window. When DRAMs are used, the
programmed Bpp must be consistent with the bpp defined for Bpp in
the Tile Descriptor. With VRAMSs, the StartBit must be set to zero for
the first Tile Descriptor. If the Field bit (F) is set to one, these bits are
used with the Bpp and StopBit parameters to denote the number of
pixels of background color to display.

StopBit

The 4-bit StopBit in bits 3:0 defines the position in the memory word
that corresponds to the last bit of the last pixel in the tile. The StopBit
gives bit resolution to the tile width. When DRAMSs are used, the StopBit
must be programmed to be consistent with the Bpp defined in the Tile
Descriptor. An illegal value causes incorrect display. With VRAMs, the
StopBit must be programmed to zero for the first Tile Descriptor. If the
Field bit (F) is set to one, these bits are used with the Bpp and StartBit
parameters to denote the number of pixels of background color to
display. :

Fetch Count

The Fetch Count in bits 11:0 specifies the number of bytes minus 2
(Fetch count = Bytes — 2) from the bitmap to be fetched for one
horizontal line of the current window tile when DRAMs are used. The
fetch count must be an even quantity. With VRAMs, the fetch count
must be set to zero for the first Tile Descriptor.

TBLR

The Border Control Bits in bits 15:12, if set to one turn on the border
on Top (T), Bottom (B), Left (L), or Right (R) of the window tile when
DRAMSs are used. All four TBLR bits must be programmed to zero for
the first Tile Descriptor when VRAMs are used.

Wst

The 2-bit Window Status (2 bits) in bits 11 and 10 define code presented
on the Window Status pins while the window is being displayed. WSt
can be used with DRAMs and VRAMSs.

PC

The two PC Mode bits in bits 2 and 3 indicate the display format of the
current window. The IBM PC CGA Mode (01) allows a bitmap created
in IBM PC swapped byte format, which differs from the 82786 format
(00). The IBM PC bitmap format positions the least significant byte of a
word to the left of the most significant byte on the screen; whereas the
82786 format positions the least significant byte to the right of the most
significant byte. For details, refer to Section 3.1.2 “IBM PC Bitmap
Format Support.” The list below contains valid codes for the PC bits.

00 = 82786 Mode (the default value)

01 = Swapped Byte Mode (IBM PC CGA format)
10 = Swapped Byte, 2 banks (IBM PC CGA format)
11 = Swapped Byte, 4 banks (IBM PCJr format)

The Zoom bit in bit 1, if set, zooms the window using the zoom param-
eters programmed into the ZoomX and ZoomY Registers (see Sections
3.2.4 “Zoom Support” and 3.3.2 “Display Control Block Registers”).
When VRAMSs are used and this bit is set, only vertical zoom is obtained,
unless external logic is provided.
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Table 3-1. Tile Descriptor Parameters (Cont’d.)

F The Field bit in bit 0 denotes the window tile is the background color
and uses the Bpp, StartBit, and StopBit parameters to program the
number of pixels of background color to be displayed. If set to one, the
Field bit uses the Bpp, StartBit, and StopBit fields (shown in
Figure 3-6) as one 12-bit field to denote the number of pixels of
background color to be displayed. If zero, the Field bit uses the Bpp,
StartBit, and StopBit parameters to define the width of the field tile. The
value programmed must be one less than the desired tile width. The
Field bit must be set to zero for the first tile when VRAMSs are used (see
Section 3.2.5).

STRIP 1 HEADER NUMBER OF LINES IN STRIP - 1 ' STRIP 1
LINK TO NEXT STRIP DESCRIPTOR (LOWER)
LINK TO NEXT STRIP DESCRIPTOR (UPPER)

0 | NUMBER OF TILES IN STRIP - 1

STRIP 2

STRIP 2 HEADER NUMBER OF LINES IN STRIP - 1
LINK TO NEXT STRIP DESCRIPTOR (LOWER)
LINK TO NEXT STRIP DESCRIPTOR (UPPER)

1 I NUMBER OF TILES IN STRIP - 1

G30304

Figure 3-7. C Bit Can Indicate Final Strip Color

3.1.4 Cursor

The Display Processor (DP) supports a block or crosshair hardware cursor. The block cursor
can be an 8 X8 or 16X 16 pixel block. Either cursor can be positioned anywhere on the
screen within the defined pixel resolution using the Cursor Mode (CsrMode) Display Control
Block Registers to control the cursor. The DP CsrMode Registers also define the type of
cursor, block or crosshair; the cursor pattern; and whether it is transparent or opaque. A
transparent cursor may be any size and shape up to 16 X 16 pixels. The hot-spot for the block
cursor is the top-left of the cursor shape. The crosshair cursor is one pixel wide and stretches
the width and height of the screen. The hot-spot for the crosshair cursor is the intersection
of the crosshairs. The cursor color and pattern also are programmable. With-frame inter-
rupts to the CPU, the cursor can be programmed off or blinking. For details on frame inter-
rupts, refer to the FRI bit in Section 3.3.1.1 “DPStatus Register and Exception Handling”
and the Frint Register in Table 3-8 of Section 3.3.2 “Display Control Block Registers.”
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In Accelerated Modes the horizontal cursor positioning is reduced to 2, 4, or 8 pixels based
on the mode used. For increased pixel resolution or a cursor larger than 16X 16, the hardware
cursor can be turned off and the cursor can be emulated by software bitblt operations.

3.1.5 Bus Bandwidth Requirements

The system bus bandwidth required by the Display Processor (DP) varies based on the screen
parameters such as bits per pixel (bpp) and Video Clock (VCIk) frequency. The 82786 has
a 40 Mbyte/second bandwidth during block accesses to memory, if the 10 MHz maximum
system clock (Clk) and interleaved Fast Page Mode DRAM:s are used. The Display Proces-
sor uses these fast block reads for screen refresh, which minimizes use of the system bus.
For example, with the DP running at its maximum speed of 25 MHz and with 8 bpp, about
65% of the bus is used for display refresh. At 25 MHz and with 1 bpp, the DP requires one-
eighth of the bus bandwidth that it required with 8 bpp. Proportional bandwidth reductions
also result with reduced VCIk frequencies.

3.2 VIDEO INTERFACE

The video interface connects the 82786 to the video display. The 82786 is optimized to drive
CRT monitors, but it can also drive other types of displays such as LCDs, plasma, and
intelligent printers. This chapter discusses the video interface as as it relates to the Display
Processor. Chapter 6 discusses the video interface in detail. The Intel 82786 Hardware
Configuration Application Note discusses considerations for other types of displays.

The video interface for a CRT depends on the CRT requirements and the resolution and
depth (bits per pixel (bpp)) of the image desired. The 82786 can be programmed to generate
all CRT signals for up to 8 bpp (256 colors) displays at video rates up to 25 MHz.

Eight parallel Video Data (VDATA) Output lines provide video output. The VDATA output
can be used as eight bits per pixel on the CRT, or it can be shifted externally to boost
maximum display resolution. An independent Video Clock (VCIk) controls the dot rate,
which can be up to 25 MHz. Horizontal signals are programmable from 1 to 4096 cycles of
the VCIk and vertical Synchronization (VSync) signals can be from 1 to 4096 scan lines.
With external hardware, a color lookup table can be used, higher display resolution can be
achieved by trading off bpp for dot rate, or VRAM:s can be used.

Tables 3-2 and 3-3 outline possible display configurations. The calculations assume 60 Hz
refresh rate. High resolution CRTs often run slower, which enables the 82786 to generate
significantly higher resolutions than these tables depict. All cases assume a CRT horizontal
retrace time of 7 uS, except the 512 X 512 X 8 (10 uS) and the 640 X 400 X 8 (13 uS).

Multiple 82786 systems can generate even higher resolutions with more colors. For example,
two 82786s can create a noninterlaced, 1144 X 860, 16-color display.

3-10



DISPLAY PROCESSOR OVERVIEW

intel

3.2.1 CRT Controller

The Display Processor (DP) CRT Controller operates as a master or a slave based on whether
the timing signals, Horizontal Synchronization (HSync), Vertical Synchronization (VSync),
and Blank, are inputs or outputs. Table 3-4 outlines typical HSync, VSync, and Blank settings.

When Blank is configured as output, the active display period is determined by the values
of VFIdStrt, VFIdStp, and HF1dStrt, and HF1dStp. When Blank is configured as input, the
external system determines the active display period. The internal video shift register gener-
ates video only during the active display period.

Table 3-2. Possible CRT Displéys with Standard DRAMs

Bpp Colors Noninterlaced Interlaced
8 256 512 X 512 900 X 675
640 X 400 900 X 675
640 X 480 900 X 675
4 16 870 X 650 1290 X 968
2 4 1144 X 860 1740 X 1302
monochrome 1472 X 1104 2288 X 1716
Table 3-3. Possible CRT Displays with VRAMs®*
Bpp Colors Noninterlaced
8 256 1024 X 1024
4 16 2048 X 1024
2 4 2048 X 2048
1 monochrome 4096 X 2048

* For 64K X 4; with 256K X 4, higher resolutions are supported.

Table 3-4. HSync, VSync, and Blank Settings

HSync and VSync Blank Application
Output Output | Master/Stand-Alone display generated by 82786
Input Output | 82786 generated display superimposed on externally generated video

or or
Input Slave 82786s in a multiple 82786 system
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The CRTMode Display Control Registers (see Table 3-8 in Section 3.3.2 “Display Control
Block Registers™) define these modes and related parameters such as Horizontal and Verti-
cal synchronization intervals (HSync and VSync), Accelerated Video Modes, and line and
frame length.

The DP CRT Controller timing signals HSync, VSync, and Blank can be programmed at a
pixel resolution, with a maximum display size of 4096 X 4096 pixels. In any of the Accel-
erated Display Modes, High-Speed, Very-High-Speed, and Super High-Speed, the horizon-
tal resolution of the CRT timing signals change as outlined in Table 3-5.

These timing signal horizontal resolution changes determine the pixel resolution at which
windows and the cursor can be placed. In High-Speed Accelerated Mode (50 MHz), the
cursor is zoomed in x and y directions, to appear as a 32X 32 pixel blank cursor with 2 pixel
resolution on placement and pattern. Use of a software cursor is recommended for Acceler-
ated Modes when exact cursor placement or a larger cursor is essential. By turning off the
cursor with the Cursor_On (C) bit in the Video Status (VStat) Register (see Table 3-8 in
Section 3.3.2 “Display Control Block Registers”) and generating additional software to
control and position the cursor, you can obtain one-pixel horizontal resolution for the cursor
instead of the 2-, 4-, or 8-bit pixel resolution generated in these Accelerated Modes. In all
Accelerated Modes, the border width remains 1 pixel wide.

3.2.2 Video Rates

An external Video Clock (VCIk) Input clocks the Display Processor (DP) at any frequency
between 10 KHz and 25 MHz, based on the needs of the application. Printer applications
generally use the lower frequency. CRT screen applications use the higher frequency. In
addition to varied VCIk frequencies, the DP also supports interlaced, noninterlaced, and
interlace-sync displays.

The DP Accelerated Display Modes (see Section 3.2.1 “CRT Controller) allow systems to
trade off bits per pixel (bpp) for dot rate to gain greater overall resolution at the cost of
reduced color capacity due to less bpp. Table 3-6 outlines possible bpp for dot rate tradeofTs,
which assume a corresponding increase in the size and/or resolution of the monitors used.

The increased dot rate also reduces the timing signal horizontal resolution as outlined in
Table 3-5 and cursor positioning discussed in Section 3.2.1 CRT Controller. In Accelerated
Display Modes, software cursor control and positioning is recommended instead of using the
Cursor Mode (CsrMode) Registers, described in Table 3-8 of Section 3.3.2 “Display Control
Block Registers.”

The DP can display windows at any of the supported pixel depths (bpp) simultaneously. The
Bpp parameter in the Tile Descriptor indicates the bpp for a particular tile (see
Table 3-1 in Section 3.1.3.2 “Strip Descriptor Format”). In Accelerated Modes, the maximum
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bpp is reduced (e.g., in high-speed mode, only 1, 2, or 4 bpp are supported). To optimize
memory allocation and bus bandwidth requirements, text can be stored at 1 bpp, and a
complex graphic image can be stored at 8 bpp. When the DP displays the 1 bpp text bitmap,
the DP pads the high order Video Data (VDATA) output pins using data from the 1Bpp
Pad Register in the Display Control Register Block (see Table 3-8 in Section 3.3.2 “Display
Control Block Registers”).

3.2.3 HSync and VSync Multiplex Window Status

With external logic, the Horizontal Synchronization (HSync) and Vertical Synchronization
(VSync) CRT timing pins can be configured to be decodeable Window Status Output pins.
Values assigned to the Window Status bits (Wst) in the Strip Descriptor (see Table 3-1 in
Section 3.1.3.2 “Strip Descriptor Format”) program these pins. While the Display Processor
(DP) displays a tile, these pins can output code for tasks such as externally multiplexing in
video data from another source, or selecting a palette range for a particular window. Exter-
nal logic must be used to enable VSync and HSync as CRT timing signals when Blank is
high, and as decodeable Window Status signals when Blank is low. To implement Window
Status on these pins, see the W parameter in the CRTMode Register in Table 3-8 of Section
3.3.2 “Display Control Block Registers.”

3.2.4 Zoom Support

The Display Processor (DP) allows tiles to be zoomed up to 64 times in the x and y direc-
tions. The zoom feature is implemented through pixel replication. The DP ZoomX, ZoomY
Register (see Table 3-8 in Section 3.3.2 “Display Control Block Registers”) determines how
much each window is zoomed. The x and y zoom values are independent.

Table 3-5. Timing Signal Resolution Changes

. Resolution Pixels/Second (Dot Rate)
Display Mode (pixels) ; (MHz)
Normal 1 25
High-Speed 2 50
Very High-Speed 4 100
Super High-Speed 8 200

Table 3-6. BPP for Dot Rate Tradeoffs

Display Mode BPP Dot Rate
Normal 8 25 MHz
High-Speed 4 50 MHz
Very High-Speed 2 100 MHz
Super High-Speed 1 200 MHz
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With zoom control centralized in the Display Control Block, all zoomed tiles on a display
are zoomed by the same amount. A tile either is zoomed or not zoomed. Zoom offset is not
supported; a zoomed pixel must be fully displayed or not displayed at all. This restricts tile
placement; a tile cannot be placed such that a zoomed pixel is partially obscured.

Each time the Display Processor displays a new strip, the vertical zoom counter is zeroed,
which can result in truncated pixels if a tile is not placed at a zoom factor boundary as
Figure 3-8 illustrates.

The zoom feature also can support an external character generator. The external system
interprets the VDATAT:0 output pins as a character code instead of an 8-bit color value.
The zoom feature enables the character code to be repeated for x pixels horizontally and y
pixels vertically. Zoom factors of up to 64 vertically and horizontally enable support of
character fonts such as Kanji.

Only even zoom factors are supported in the Y direction in interlaced mode. In addition,
when zooming interlaced displays, both descriptor lists (interlaced systems use two descrip-
tor lists, one for each frame) must point to the same place in memory, i.e., they must be
identical lists.

ZOOMED TILE ZOOMED TILE
STRIP 1 STRIP 1
1]A 1
STRIP 2 2|8 STRIP 2 2
| 12 o _ 3
3 -k 1
STRIP 3 4N
5|E \ STRIP 3
| : 5 1\
STRIP 4
STRIP 4
ST - T T\ .
RIP 5 STRIP 5
TRUNCATED PIXELS DUE TO ILLEGAL TILE PLACEMENT NO PIXEL TRUNCATION IN PROPERLY PLACED TILE
G30304

Figure 3-8. Zoom Tile Placement
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3.2.5 VRAM Support

The 82786 supports use of dual port video DRAMs (VRAMEs) to generate high resolution
displays with low system overhead. In VRAM Mode, the 82786 generates

«  VRAM control signals to read and write the VRAMs
o Data Transfer (DT) Cycles for loading VRAM data into the VRAM internal shift
registers and clocking out data

The video data passes directly from the VRAM shift registers to the video interface and is
not brought onto the 82786. As a result, the flexible windowing functions performed by the
82786 Display Processor are not available in VRAM Mode. However, the 82786 supports
the concept of hardware overlays, discussed in Section 3.2.5.2.

Table 3-2 summarizes typical screen sizes and resolution attainable using VRAMs. The
video data coming from the VRAM Shift Register is serialized externally. Like DRAM:s,
the screen resolution (size) may be traded off for pixel depth.

When VRAMSs are used, a data transfer (DT) cycle executes and loads the first tile for
every scan line into the shift register. The second tile and any subsequent tiles for all strips
use the VDATA pins. The Window Status pins can be used to multiplex the VRAM video
stream and the VDATA stream. The Strip Descriptor determines the address of the DT
cycle. The Byte Enable Low (BEN) pin is used as a DT pin for this case. If the graphics
memory banks are interleaved, both banks are loaded in the DT cycle. During Blanking,
default video data retrieved from the Default Video Internal Register (see Section 3.3.1)
appears on the VDATA pins. The first strip of a VRAM system must be at least two scan
lines.

3.2.5.1 SAMPLE VRAM DESIGN

Figure 3-9 depicts a VRAM sample design in which eight 64K X 4 VRAMs generate a
4 bpp display of up to 2K X 1K pixels. The VRAM Address and the Data and Control pins
are connected in the same manner as for DRAMs. The difference between VRAM and
DRAM system is the video interface.

On a Data Transfer (DT) Cycle to the VRAMs, the VRAM shift registers are loaded from
the selected memory row. As Figure 3-9 illustrates, this presents a 32-bit wide word of video
data on the shift out pins. This data is then serialized into eight 4 bpp pixels by four 8-to-1
multiplexers. A simple Mod 8 counter, driven by the dot clock frequency, controls the
sequencing of the multiplexer through the eight pixels. The Mod 8 counter should be eight
times the 82786 VClk frequency. The Shift Clock (SCIk) to the VRAMs also is clocked at
VClIk frequency, and enabled when Blank is low. The DT cycle occurs during Blank time.
SClk is activated during display time. This allows each SCIk to clock a new 32-bit word to
the multiplexer, providing a dot rate of up to 200 MHz using a 25 MHz VClk/SClk.

The video data from the multiplexers can be sent directly to a monitor, or passed through a
color lookup table, and /or digital-to-analog convertor (DAC) as described in Chapter 6.

The 82786 supports both static and dynamic Shift Register VRAMSs. Dynamic Shift Regis-
ter VRAMs (like the NEC uPD41264) have a minimum Shift Clock (SCIk) frequency
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specification below which the data in the Shift Register will decay. Such a specification may
be violated during Vertical Blanking. If the 82786 is in Slave Mode, the 82786 never “knows”
when Blank will fall and data should be clocked out of the VRAMSs. To ensure the VRAM
Shift Register stays refreshed, a VRAM Data Transfer (DT) cycle is issued on each
Horizontal Synchronization (HSync) during Vertical Blanking. These DT cycles reload the
VRAM Shift Register from the same address. After Blank has gone low, the 82786 incre-
ments the VRAM Start Address by the Bitmap Width parameter each time the DT Cycle
runs (unless zoom is activated).

3.2.5.2 HARDWARE OVERLAYS

Although the 82786 does not currently support hardware windows with VRAMs, the 82786
does support hardware windows overlaid on a VRAM background. This feature provides a
useful mechanism to implement pop-up menus or dialog boxes without modifying the contents
of the frame buffer and allowing instantaneous addition and deletion of these menus on a
very high resolution background.

The hardware overlays are fetched and formatted by the 82786 as hardware windows before
being output on the VDATA pins in parallel with the VRAM data. The position and size of
the overlays is programmed in the same manner as for DRAMs with Field (F bit) defining
the area in which windows are not placed. With additional external logic to select output
based on the 82786 Window Status pins, the system can multiplex the VRAM multiplexer
output and the VDATA pins. Following vertical blanking, the fetch count for the first display
line must not exceed 128 bytes. No restriction exists for subsequent display lines.

3.2.5.3 INITIATING VRAM MODE AND FUNCTIONS

To initiate VRAM Mode, set the VR bit in the BIU Control Register (see Section 4.2.2).
In VRAM Mode, the first tile in each display line is a VRAM tile. The address programmed
into the VRAM Tile Descriptor (see Section 3.1.3.2 “Strip Descriptor Format™) is the address
at which the Data Transfer (DT) cycle will be run to the VRAMs, which also indicates the
address of the first pixel to be displayed. Only one DT cycle can be run per display line, so
the specified address must ensure the pixel data for the display line is contained in one row
of memory (256 word for noninterleaved; 512 words for interleaved memory).

Second and all subsequent tiles on a strip can be programmed in DRAM Mode to provide
hardware overlays. For hardware overlays on high resolution screens, the DP Accelerated
Modes probably will be required to match the DP VDATA pixel rate with the VRAM pixel
rate. This restriction is not severe since pop-up menus normally have low pixel depth and
the resolution on the placement of the menus is not important. If no hardware overlays are
required, a second tile must exist and be programmed to be a field tile defined by the F bit
in the Tile Descriptor (see Section 3.1.3.2 “Strip Descriptor Format”).

VRAM Mode also supports horizontal split screen operation. As in DRAM Mode, the display
is divided into multiple strips. The Strip Descriptor header defines the number of lines in
each strip and the link to next strip address. This allows command entry areas to be located
in different memory areas from the main frame buffer or various views of the same or differ-
ent objects to be displayed in different parts of the screen without everything being moved
to a common frame buffer.
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The 82786 also supports vertical zooming of VRAM windows. Use of the Window Status
outputs multiple window pixel depth windows can be displayed on the same screen by
controlling the manner in which the VRAM Shift Out data is multiplexed to the video inter-
face. For example, a screen might be divided into three areas: a schematic displayed at the
top of the screen at 2 bpp, a piece of IC layout corresponding to the schematic in the middle
of the screen at 4 bpp, and a 1 bpp dialog area displayed at the bottom of the screen. Each
area of the screen can be derived from VRAM data, together with hardware overlays imple-
menting pop-up menus.

3.2.6 Extended 82786 System Configurations

Extended 82786 systems combine multiple 82786s to provide a greater number of bits per
pixel, higher dot rate, larger display area, or more windows. One application for a multiple
82786 system is a high resolution color system, in which three 82786s are used; each 82786
runs 8 bpp to generate one of three colors: red, blue, and green for effectively 24 bpp.

To combine multiple 82786s, the Vertical Synchronization (VSync), Horizontal Synchroni-
zation (HSync), and Blank timing signal pins must be configured to allow either one of the
82786s to be the master and the additional 82786s to be slaves or all the 82786s to be slaves
controlled by an external synchronization source. For the master, the VSync, HSync, and
Blank are configured as outputs as in a standard stand-alone 82786 system (see Table 3-4
in Section 3.2.1 “CRT Controller”). For the slave 82786s, VSync and HSync are inputs.
Although VSync and HSync are inputs, they still output Window Status while Blank is low
(see Section 3.2.3 “Window Status Bits”). Blank may be programmed independently as
input or output based on the application’s requirements.

In a multiple 82786 system, the master HFIdStrt and HFIdStp Register values (see
Table 3-8 in Section 3.3.2 “Display Control Block Registers”) must be 2 greater than the
values in these registers for the slaves.

Each 82786 Display Processor in a multiple 82786 system runs in locked step to allow the
outputs to be combined on a single display.

Slave 82786s synchronize to the master every scan line. All slaves run off the same video
clock (VCIk), system clock (Clk), and RESET. However, because the display data and Strip
Descriptor fetch must be synchronized to both VClk and Clk, some of the 82786s tend to go
out of synchronization (within a few clock cycles) during the scan line. The slaves are never
more than one frame out of synchronization. The impact of the slave 82786s being out of
synchronization varies based on the application.

In slave video mode, at least a 1-line vertical front porch and a 7-line vertical back porch
are required.

Each 82786 reads data according to its own Slave Enable (SEN) signal. The SEN signal
remains active for a short time. A latch must be set for each 82786 when SEN goes high.
Send a READY to the CPU when all latches are set, and clear the latch.

When data is read from each 82786, the data is valid only while SEN is high. Latch the
data out when SEN is on the falling edge to read the correct data into the CPU. If all
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drawing command blocks are identical, except for color and texture, and all the 82786s are
started at the same time, all drawing always will be within a few VClk cycles.

For more details on designing and using systems with multiple 82786s, refer to Section 6.5
“Greater Resolution With Multiple 82786s” and the Intel 82786 Hardware Configuration
Application Note.

3.3 DISPLAY PROCESSOR REGISTERS

The Display Processor (DP) has two types of registers: Internal and Display Control. Six
Internal Registers (see Figure 3-10), exist, which can be memory or I/O mapped in the
external CPU address space, where the host CPU directly accesses them. The CPU directly
addresses the Internal Registers to create command lists, indicate DP status, and provide
data for the Video Data (VDATA) Output pins during Blanking. The DP Display Control
Registers are local on-chip registers, accessed by the DP Load and Dump Register commands
in Section 3.6 and located in a contiguous 42-word Display Control Block (see Section 3.3.2).

3.3.1 Display Processor Internal Registers

The six Display Processor (DP) Internal directly addressable Registers are the Display
Processor Opcode Register, three command parameter registers, the DPStatus Register, and
the Default Video Register shown in Figure 3-10. For an overview of the DP Internal Regis-
ters with all the Internal Registers, refer to Figure 1-3.
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